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**1) SQL Components:-**

1.1)DDL:- This language have commands which is used to create db object, modify db object structure and removing db object.The db objects are table, view, index, synonym, sequence..etc. The commands are

1. Create

2. Truncate.

3. Drop

4. Flashback

5. Purge

6. Rename

7. Alter

8. Comment.

NOTE:-1 The DDL commands directly works on physical object(DATABASE).There is no involvement of buffer while DDL command is being executed.

2. Before starting execution and after execution of DDL command , implictly commit command is executed.

**1.CREATE**:- we define dbobject structure using create command.This command creates table with specified structure.But the table does't has rows.

syntax:-1

create table tablename(column definitions);

column definition:

column-name datatype(size) [constraint1,constraint2..n]

syntax:-2

create table tablename1 as select [\*]|col-1,col-2,..col-n from tablename2 ;[where clause;]

SQL> create table sample(id number(7),name varchar2(7));

Table created.

SQL> desc sample

Name Null? Type

----------------------------------------- -------- ----------------------------

ID NUMBER(7)

NAME VARCHAR2(7)

SQL> create table sample1 as select \* from sample;

Table created.

SQL> desc sample1;

Name Null? Type

----------------------------------------- -------- ----------------------------

ID NUMBER(7)

NAME VARCHAR2(7)

SQL> create table sample2 as select id from sample;

Table created.

SQL> desc sample2

Name Null? Type

----------------------------------------- -------- ----------------------------

ID NUMBER(7)

SQL> insert into sample1 values(1,'suku');

1 row created.

SQL> insert into sample1 values(2,'sv');

1 row created.

SQL> insert into sample1 values(3,'sula');

1 row created.

SQL> create table sample3 as select \* from sample where id >=2;

Table created.

SQL> select \* from sample3;

no rows selected

SQL> desc sample3;

Name Null? Type

----------------------------------------- -------- ----------------------------

ID NUMBER(7)

NAME VARCHAR2(7)

SQL> create table sample4 as select \* from sample1 where id > =2;

Table created.

SQL> select \* from sample4;

ID NAME

---------- -------

2 sv

3 sula

**2)TRUNCATE**:- This command removes all records from the db object. We can't use where clause in the truncate command. Truncate operation can't be roll backed.

syntax:- truncate table tablename;

SQL> truncate table sample4;

Table truncated.

SQL> rollback;

Rollback complete.

SQL> select \* from sample4;

no rows selected

**3)RENAME**:- This statement changes dbobjectname.

syntax:- Rename oldname to newname

SQL> rename sample4 to sample41;

Table renamed.

SQL> select \* from sample4;

select \* from sample4

\*

ERROR at line 1:

ORA-00942: table or view does not exist

SQL> select \* from sample41;

no rows selected

**4)DROP**:- This stament removes dbobject from database. The removed object is now kept in recyclebin.

syntax:- drop table/sequence/..etc objectname [purge];

SQL> drop table sample41;

Table dropped.

**5)FLASHBACK:-**

syntax:-

FLASHBACK TABLE/sequence ..etc table\_name

[TO BEFORE DROP] |

[TO TIMESTAMP time\_stamp] |

[TO SCN scn\_number] |

[ENABLE TRIGGERS | DISABLE TRIGGERS];

\* when we delete table using drop command, The table is removed from database and it is kept in recycle bin. The flashback restore table from recycle bin to database.

\* when we truncate table using drop command,all records are deleted. Flashback restores table to prior version using timestamp or scn\_numbers.

EXAMPLES:-

SQL> select \* from sample;

ID NAME

---------- -------

1 suku

2 veena

SQL> drop table sample;

Table dropped.

SQL> show recyclebin;

ORIGINAL NAME RECYCLEBIN NAME OBJECT TYPE DROP TIME

---------------- ------------------------------ ------------ -------------------

ROCK BIN$LoVtYFXZTLy0gESZQ0IjLQ==$0 TABLE 2020-02-21:18:11:28

SAMPLE BIN$UcLpREIsSpmVadDCSRea9w==$0 TABLE 2020-02-22:09:36:41

SAMPLE1 BIN$JqlPw2auSIGvWh3hfo78ug==$0 TABLE 2020-02-22:09:34:22

SAMPLE1 BIN$JYrJkBa9TfiC8x6dSMcTqA==$0 TABLE 2020-02-21:18:11:00

SAMPLE2 BIN$lT1NtTsERC+gyGUmVHe1qw==$0 TABLE 2020-02-22:09:34:25

SAMPLE3 BIN$C4+JOKIpSQWir78f8TZctA==$0 TABLE 2020-02-22:09:35:16

SAMPLE41 BIN$tG2/4J7/SAijAxG9q71Y9A==$0 TABLE 2020-02-22:09:18:44

SUKUMAR BIN$b4LXfh3mSDS3fdiFObZ8JA==$0 TABLE 2020-02-21:11:46:22

SUKUMAR BIN$b88ZoDYSQWWdAD9Ab83kaw==$0 TABLE 2020-02-21:07:41:26

SUKUMAR BIN$ozh9q4sXTwGWw/ON254dZw==$0 TABLE 2020-02-21:07:25:24

SUKUMAR BIN$tutDFJqtSi6uI5LaAD2erQ==$0 TABLE 2020-02-21:07:24:02

SUKUMAR BIN$S7giN23rQ5ehoMy89QfAaQ==$0 TABLE 2020-02-20:19:13:12

SUKUMAR1 BIN$qZnn35SQRMWEBvPM2ZHbfA==$0 TABLE 2020-02-20:20:09:14

SV BIN$L8OI9Ab5QgWHKU054uiJ3w==$0 TABLE 2020-02-21:11:54:50

SV BIN$Z3i9kGaMTQGfn2mc3dVGOw==$0 TABLE 2020-02-21:11:46:11

SV BIN$tIyJHEY+S2qlRnqqKsjo8A==$0 TABLE 2020-02-21:10:03:00

SV BIN$xZ6x4laXQkuW3lsOeLHfiA==$0 TABLE 2020-02-21:09:41:25

SV BIN$0gdjpgQYQvOcdV2YiJ1uVA==$0 TABLE 2020-02-21:09:25:14

SV1 BIN$lOcxalk8RJmK2UFxD13amg==$0 TABLE 2020-02-21:11:46:16

SV1 BIN$fNxbU/UCTKutTum4XjPNGg==$0 TABLE 2020-02-21:09:41:29

SV1 BIN$FvIPM1O0R/u94jNAYvCSPA==$0 TABLE 2020-02-21:09:38:54

SV1 BIN$DxWYsZ4MSn6m0mp07DQBug==$0 TABLE 2020-02-21:09:25:20

SV1 BIN$tTslk2kuQvSJuBJHXZwXng==$0 TABLE 2020-02-21:09:20:52

SQL> flashback table sample to before drop;

Flashback complete.

SQL> select \* from sample;

ID NAME

---------- -------

1 suku

2 veena

SQL> truncate table sample;

Table truncated.

SQL> select \* from sample;

no rows selected

SQL> flashback table sample to timestamp(systimestamp-interval '3' MINUTE);

flashback table sample to timestamp(systimestamp-interval '3' MINUTE)

\*

ERROR at line 1:

ORA-08189: cannot flashback the table because row movement is not enabled

SQL> select table\_name,row\_movement from dba\_tables where table\_name='sample';

select table\_name,row\_movement from dba\_tables where table\_name='sample'

\*

ERROR at line 1:

ORA-00942: table or view does not exist

**6)PURGE**:- This statement permanently removes object from recyclebin.

syntax:- purge table/sequence/synonms ..etc objectname;

SQL> show recyclebin;

ORIGINAL NAME RECYCLEBIN NAME OBJECT TYPE DROP TIME

---------------- ------------------------------ ------------ -------------------

ROCK BIN$LoVtYFXZTLy0gESZQ0IjLQ==$0 TABLE 2020-02-21:18:11:28

SAMPLE1 BIN$JqlPw2auSIGvWh3hfo78ug==$0 TABLE 2020-02-22:09:34:22

SAMPLE1 BIN$JYrJkBa9TfiC8x6dSMcTqA==$0 TABLE 2020-02-21:18:11:00

SAMPLE2 BIN$lT1NtTsERC+gyGUmVHe1qw==$0 TABLE 2020-02-22:09:34:25

SAMPLE3 BIN$C4+JOKIpSQWir78f8TZctA==$0 TABLE 2020-02-22:09:35:16

SAMPLE41 BIN$tG2/4J7/SAijAxG9q71Y9A==$0 TABLE 2020-02-22:09:18:44

SUKUMAR BIN$b4LXfh3mSDS3fdiFObZ8JA==$0 TABLE 2020-02-21:11:46:22

SUKUMAR BIN$b88ZoDYSQWWdAD9Ab83kaw==$0 TABLE 2020-02-21:07:41:26

SUKUMAR BIN$ozh9q4sXTwGWw/ON254dZw==$0 TABLE 2020-02-21:07:25:24

SUKUMAR BIN$tutDFJqtSi6uI5LaAD2erQ==$0 TABLE 2020-02-21:07:24:02

SUKUMAR BIN$S7giN23rQ5ehoMy89QfAaQ==$0 TABLE 2020-02-20:19:13:12

SUKUMAR1 BIN$qZnn35SQRMWEBvPM2ZHbfA==$0 TABLE 2020-02-20:20:09:14

SV BIN$L8OI9Ab5QgWHKU054uiJ3w==$0 TABLE 2020-02-21:11:54:50

SV BIN$Z3i9kGaMTQGfn2mc3dVGOw==$0 TABLE 2020-02-21:11:46:11

SV BIN$tIyJHEY+S2qlRnqqKsjo8A==$0 TABLE 2020-02-21:10:03:00

SV BIN$xZ6x4laXQkuW3lsOeLHfiA==$0 TABLE 2020-02-21:09:41:25

SV BIN$0gdjpgQYQvOcdV2YiJ1uVA==$0 TABLE 2020-02-21:09:25:14

SV1 BIN$lOcxalk8RJmK2UFxD13amg==$0 TABLE 2020-02-21:11:46:16

SV1 BIN$fNxbU/UCTKutTum4XjPNGg==$0 TABLE 2020-02-21:09:41:29

SV1 BIN$FvIPM1O0R/u94jNAYvCSPA==$0 TABLE 2020-02-21:09:38:54

SV1 BIN$DxWYsZ4MSn6m0mp07DQBug==$0 TABLE 2020-02-21:09:25:20

SV1 BIN$tTslk2kuQvSJuBJHXZwXng==$0 TABLE 2020-02-21:09:20:52

SQL> purge table sample1;

Table purged.

SQL> show recyclebin;

ORIGINAL NAME RECYCLEBIN NAME OBJECT TYPE DROP TIME

---------------- ------------------------------ ------------ -------------------

ROCK BIN$LoVtYFXZTLy0gESZQ0IjLQ==$0 TABLE 2020-02-21:18:11:28

SAMPLE1 BIN$JqlPw2auSIGvWh3hfo78ug==$0 TABLE 2020-02-22:09:34:22

SAMPLE2 BIN$lT1NtTsERC+gyGUmVHe1qw==$0 TABLE 2020-02-22:09:34:25

SAMPLE3 BIN$C4+JOKIpSQWir78f8TZctA==$0 TABLE 2020-02-22:09:35:16

SAMPLE41 BIN$tG2/4J7/SAijAxG9q71Y9A==$0 TABLE 2020-02-22:09:18:44

SUKUMAR BIN$b4LXfh3mSDS3fdiFObZ8JA==$0 TABLE 2020-02-21:11:46:22

SUKUMAR BIN$b88ZoDYSQWWdAD9Ab83kaw==$0 TABLE 2020-02-21:07:41:26

SUKUMAR BIN$ozh9q4sXTwGWw/ON254dZw==$0 TABLE 2020-02-21:07:25:24

SUKUMAR BIN$tutDFJqtSi6uI5LaAD2erQ==$0 TABLE 2020-02-21:07:24:02

SUKUMAR BIN$S7giN23rQ5ehoMy89QfAaQ==$0 TABLE 2020-02-20:19:13:12

SUKUMAR1 BIN$qZnn35SQRMWEBvPM2ZHbfA==$0 TABLE 2020-02-20:20:09:14

SV BIN$L8OI9Ab5QgWHKU054uiJ3w==$0 TABLE 2020-02-21:11:54:50

SV BIN$Z3i9kGaMTQGfn2mc3dVGOw==$0 TABLE 2020-02-21:11:46:11

SV BIN$tIyJHEY+S2qlRnqqKsjo8A==$0 TABLE 2020-02-21:10:03:00

SV BIN$xZ6x4laXQkuW3lsOeLHfiA==$0 TABLE 2020-02-21:09:41:25

SV BIN$0gdjpgQYQvOcdV2YiJ1uVA==$0 TABLE 2020-02-21:09:25:14

SV1 BIN$lOcxalk8RJmK2UFxD13amg==$0 TABLE 2020-02-21:11:46:16

SV1 BIN$fNxbU/UCTKutTum4XjPNGg==$0 TABLE 2020-02-21:09:41:29

SV1 BIN$FvIPM1O0R/u94jNAYvCSPA==$0 TABLE 2020-02-21:09:38:54

SV1 BIN$DxWYsZ4MSn6m0mp07DQBug==$0 TABLE 2020-02-21:09:25:20

SV1 BIN$tTslk2kuQvSJuBJHXZwXng==$0 TABLE 2020-02-21:09:20:52

**7)ALTER**:- This command modifies structure of database object.

syntax:- alter table/synon/sequence/..object name [ add|modify|drop|rename|disable|enable|set unused ];

enable|disable are used to enable trigger and disable the triggers respectively.

SQL> desc sample;

Name Null? Type

----------------------------------------- -------- ----------------------------

ID NUMBER(7)

NAME VARCHAR2(7)

SQL> alter table sample add salary number(7,2);

Table altered.

SQL> desc sample

Name Null? Type

----------------------------------------- -------- ----------------------------

ID NUMBER(7)

NAME VARCHAR2(7)

SALARY NUMBER(7,2)

SQL> alter table sample modify salary number(9,3);

Table altered.

SQL> desc sample

Name Null? Type

----------------------------------------- -------- ----------------------------

ID NUMBER(7)

NAME VARCHAR2(7)

SALARY NUMBER(9,3)

SQL> alter table sample rename column salary to salary1;

Table altered.

SQL> desc sample;

Name Null? Type

----------------------------------------- -------- ----------------------------

ID NUMBER(7)

NAME VARCHAR2(7)

SALARY1 NUMBER(9,3)

SQL> alter table sample rename to sample1;

Table altered.

SQL> desc sample

ERROR:

ORA-04043: object sample does not exist

SQL> desc sample1;

Name Null? Type

----------------------------------------- -------- ----------------------------

ID NUMBER(7)

NAME VARCHAR2(7)

SALARY1 NUMBER(9,3)

SQL> alter table sample1 drop column salary1;

Table altered.

SQL> desc sample1;

Name Null? Type

----------------------------------------- -------- ----------------------------

ID NUMBER(7)

NAME VARCHAR2(7)

SQL> alter table sample add name varchar2(7);

Table altered.

SQL> insert into sample values(1,'suku');

1 row created.

SQL> insert into sample values(2,'suku');

1 row created.

SQL> alter table sample set unused column name;

Table altered.

SQL> desc sample;

Name Null? Type

----------------------------------------- -------- ----------------------------

ID NUMBER(7)

SQL> select \* from sample;

ID

----------

1

2

SQL> alter table sample drop unused columns;

Table altered.

SQL> alter table emp1 add constraint pk1 primary key(empno);

Table altered.

SQL> insert into emp1 values(1,'suku',7000);

1 row created.

SQL> insert into emp1 values(1,'suku',7000);

insert into emp1 values(1,'suku',7000)

\*

ERROR at line 1:

ORA-00001: unique constraint (SCOTT.PK1) violated

SQL> alter table emp1 drop constraint pk1;

Table altered.

SQL> insert into emp1 values(1,'suku',7000);

1 row created.

SQL> insert into emp1 values(1,'suku',7000);

1 row created.

SQL> alter table emp1 disable constraint pk1;

Table altered.

SQL> insert into emp1 values(1,'suku',7000);

1 row created.

SQL> insert into emp1 values(1,'suku',7000);

1 row created.

SQL> alter table emp1 enable constraint pk2;

Table altered.

**1.2)DML**:- DML stands for data manipulation language. DML have statements/commands which is used to manipulate data ,select data from database object,keep the data in database object.

The dml statements are

1.insert

2.update

3.delete

4.merge

5.select.

**1.INSERT**:- This command place data in database object.

syntax1:-

insert into tablename(column-list)values(value-list);

syntax2:

insert into tablename values(value-list);

syntax3:

insert into tablename(column-list) select |column-list from tablename [where clause];

(or)

insert into tablename select \* from tablename [where clause];

syntax4:

insert into tablename(value-list)values(&var1,&var2,...);

->@var1,...are substitute variable.when dbms reads substitution variable at runtime. While executing query ,DBMS takes value from user & substitue

corresponding variable with taken value. That value will be placed in corresponding column.

column-list:- The column-list contain one or more than one column which should be in database object.The columns are separated by ,.

value-list:- The value-list contain one ore more than one value which should be compatable with datatypes of appropriate column. The values are separated by ,.

EXAMPLES:-

SQL> create table sukumar(id number(7),name varchar2(7),salary number(7,2));

Table created.

SQL> insert into sukumar(id,name,salary)values(1,'suku',7000);

1 row created.

SQL> insert into sukumar values(2,'veena',9000);

1 row created.

SQL> insert into sukumar values(3,'samba',9000);

1 row created.

SQL> insert into sukumar (id,name)values(4,'rock');

1 row created.

SQL> insert into sukumar (id,name)values(5,'rock',8000);

insert into sukumar (id,name)values(5,'rock',8000)

\*

ERROR at line 1:

ORA-00913: too many values

SQL> insert into sukumar (id,name,salary)values(5,'rock');

insert into sukumar (id,name,salary)values(5,'rock')

\*

ERROR at line 1:

ORA-00947: not enough values

SQL> create table sukumar1(id number(7),name varchar2(7),salary number(7,2));

Table created.

SQL> insert into sukumar1 select id,name from sukumar;

insert into sukumar1 select id,name from sukumar

\*

ERROR at line 1:

ORA-00947: not enough values

SQL> insert into sukumar1 select \* from sukumar;

4 rows created.

SQL> select \* from sukumar1;

ID NAME SALARY

---------- ------- ----------

1 suku 7000

2 veena 9000

3 samba 9000

4 rock

SQL> insert into sukumar values(5,'gov',7000);

1 row created.

SQL> insert into sukumar1(id,name) select id,name from sukumar where id=5;

1 row created.

SQL> select \* from sukumar1;

ID NAME SALARY

---------- ------- ----------

1 suku 7000

2 veena 9000

3 samba 9000

4 rock

5 gov

SQL> insert into sukumar values(&id,&name,&salary);

Enter value for id: 6

Enter value for name: 'sv1'

Enter value for salary: 9000

old 1: insert into sukumar values(&id,&name,&salary)

new 1: insert into sukumar values(6,'sv1',9000)

1 row created.

SQL> /

Enter value for id: 7

Enter value for name: 'sv2'

Enter value for salary: 10000.2

old 1: insert into sukumar values(&id,&name,&salary)

new 1: insert into sukumar values(7,'sv2',10000.2)

1 row created.

SQL> select \* from sukumar;

ID NAME SALARY

---------- ------- ----------

1 suku 7000

2 veena 9000

3 samba 9000

4 rock

5 gov 7000

6 sv1 9000

7 sv2 10000.2

7 rows selected.

SQL> spool off;

================================================================================================================================================

**2.DELETE**:- This statement removes records from table.

syntax :- delete from table name [where clause];

diff b/w delete and truncate command:

![](data:image/png;base64,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)

Example:-

SQL> select \* from sukumar;

ID NAME SALARY

---------- ------- ----------

1 suku 7000

2 veena 9000

3 samba 9000

4 rock

SQL> delete from sukumar;

4 rows deleted.

SQL> select \* from sukumar;

no rows selected

SQL> rollback;

Rollback complete.

SQL> select \* from sukumar;

ID NAME SALARY

---------- ------- ----------

1 suku 7000

2 veena 9000

3 samba 9000

4 rock

SQL> delete from sukumar where id=4;

1 row deleted.

SQL> select \* from sukumar;

ID NAME SALARY

---------- ------- ----------

1 suku 7000

2 veena 9000

3 samba 9000

SQL> rollback;

Rollback complete.

SQL> select \* from sukumar;

ID NAME SALARY

---------- ------- ----------

1 suku 7000

2 veena 9000

3 samba 9000

4 rock

SQL> spool off;

==================================================================================================================================

**3.UPDATE**:- This command modifies /updates data in table.

syntax:-

update tablename set columnname= value [,colname2=value ,.....] [where clause];

Example :-

SQL> select \* from sukumar;

ID NAME SALARY

---------- ------- ----------

1 suku 7000

2 veena 9000

3 samba 9000

4 rock

SQL> update sukumar set salary=7000;

4 rows updated.

SQL> select \* from sukumar;

ID NAME SALARY

---------- ------- ----------

1 suku 7000

2 veena 7000

3 samba 7000

4 rock 7000

SQL> update sukumar set salary=7700 where id=1;

1 row updated.

SQL> select \* from sukumar;

ID NAME SALARY

---------- ------- ----------

1 suku 7700

2 veena 7000

3 samba 7000

4 rock 7000

SQL> update sukumar set salary=7700,name='samba' where id=4;

1 row updated.

SQL> select \* from sukumar;

ID NAME SALARY

---------- ------- ----------

1 suku 7700

2 veena 7000

3 samba 7000

4 samba 7700

SQL> spool off;

============================================================================================================================

**4. SELECT** :- This statement selects records from database objects.

syntax:-

select {\*|col-list} from tablename

[where clause

for update

group by clause

having clause

order clause;]

col-list:- It contains the single element or more than one element. It can also contains single row function ,multi row function , case conditional statement, case statements.

element definition:-

{columnname|columnname as aliasname}

Syntax to Case Statement:

Case columnname

When value1 then

Statement1

When value2 then

Statement 2

------

------

Else

Statements

End;

Syntax to case conditional statement:

Case

When condition then

Statement 1

When condition then

Statement 2

---

---

Else

Statements

End;

Example:-

SQL> select \* from sukumar;

ID NAME SALARY

---------- ------- ----------

1 suku 7700

2 veena 7000

3 samba 7000

4 samba 7700

SQL> select id,name from sukumar;

ID NAME

---------- -------

1 suku

2 veena

3 samba

4 samba

SQL> select id as identity ,name as studentname from sukumar;

IDENTITY STUDENT

---------- -------

1 suku

2 veena

3 samba

4 samba

SQL> spool off;

SQL> select \* from sukumar;

ID NAME SAL

---------- ---------- ----------

1 sukumar 7000

2 veena 6000

2 veena 6000

3 samba 5000

SQL> select id,name,sal,case sal

2 when 7000 then 'first'

3 when 6000 then 'second'

4 else 'third' end

5 as grade from sukumar;

ID NAME SAL GRADE

---------- ---------- ---------- ------

1 sukumar 7000 first

2 veena 6000 second

2 veena 6000 second

3 samba 5000 third

SQL> select id,name,sal,case

2 when sal=6000 then 'second'

3 when sal=7000 then 'first'

4 else 'third' end as grade

5 from sukumar;

ID NAME SAL GRADE

---------- ---------- ---------- ------

1 sukumar 7000 first

2 veena 6000 second

2 veena 6000 second

3 samba 5000 third

1.3)DCL:- DCL stands for data control language.

1.what is privilige & explain them?

A) A privilege is a right to execute a particular type of SQL statement or to access another user's object.The privilege is also called permission.The DBA has all priviliges on db.The dba can give all permissions or some permission to other users .Not only granting priviliges,The dba can cancel all or some permissions to other users.

There are two categories of privileges

1.System Privileges

2.Object Privileges.

\*\*\* Granted privileges information is maintained in USER\_TAB\_PRIVS\_MADE Table.

**1.System privileges**:- The following are few system priviliges.

The following are system privileges to create,alter,delete,drop,update dbobject in another user schema.

a)alter any table

b)alter any index

c)alter any indextype

d)alter any materialized view

e)alter any sequence

f)alter any role

g)alter any database

f)alter any procedure

g)alter user

f)back any table

g)create any cluster ,drop any cluster,alter any cluster.

h)create any table ,delete any table, drop any table.

i)create any sequence,drop any sequence,alter any sequence

j)create any directory ,drop any directory

k)create any index,drop any index,alter any index

l)create any synonym,drop any synonym

m)create any trigger | alter any tigeeer

n)create any view |drop any view

o)flashback any table

p)grant any privilege

q)grant any role

r)lock any table

s)insert any table

t)select any table

u)select any sequence

v)select any dictionary

w) update any table.

x) create session,drop session

y)unlimited tablespace.

The following are system privileges to create,alter,delete,drop,update dbobject in your schema.

a)alter table,create table,drop table

b)alter index,create index,drop index

c)alter sequence,create sequence,drop sequence

d)create dictionary,drop dictionary.

e)alter role,create role,drop role

f)flashback table

g)lock table

**2. Object Priviliges**:- These privileges allows users to do operation on object. The following are object priviliges.

a)insert

b)select

c)update

d)delete

f)alter

g)execute

h)reference

i)index.

The DCL has commands/statements which is

1) grant 2)revoke 3) setrole.

**1. Grant**:- This command grants priviliges to users.

syntax1:

grant systempri-1[,systempri-2,..systempri-3] to user1[,user2,..usern] [with grant];

syntax2:

grant objpri-1[,objpri-2,objpri-3,...objpri-n] on database object to user1[,usr2,..usern][with grant];

**2. Revoke**:- This command take back priviliges from users.

syntax1:

revoke syspri-1[,stspri-2,syspri-3,...syspri-n] from user1[,user2,..usern];

syntax2:

revoke objpri-1[,objpri-2,....objpri-n] on database object from user1[,user2,...usern];

**3.Role**:- Role is group of priviliges.

3.1) create role:-

syntax:- create role rolename [identified by pwd/not identified]

\*not identified is default value.

3.2) Add priviliges to role:-

syntax-1:- grant object-p1[,p2,p3,..pn] on database object name to rolename.

syntax-2:- grant sysp1[,p2,p3...pn] to rolename;

3.3) grant role to users/other roles:-

syntax:- grant rolename to user1|rolename1[,user2|rolename2,user3|rolename3];

3.4) Add password to role:-

syntax:- alter role rolename identified by pwd;

3.5) set role to current user:-

syntax:- set role|all [rolename identified by pwd];

3.6) unset role to current user:-

syntax:- set role none;

syntax:- set role all except rollname;

Examples:-

==============================================================USER-SYS AS SYSDBA==================================

SQL> show user

USER is "SYS"

SQL> create user sv identified by rock

2 default tablespace users

3 quota unlimited on users;

User created.

SQL> grant create session to sv;

Grant succeeded.

SQL> revoke create session from sv;

Revoke succeeded.

SQL> grant create session to sv;

Grant succeeded.

SQL> grant create table to sv;

Grant succeeded.

SQL> revoke create table from sv;

Revoke succeeded.

SQL> grant select on scott.sukumar to sv;

Grant succeeded.

SQL> revoke select on scott.sukumar from sv;

Revoke succeeded.

SQL> create role xyz identified by rock;

Role created.

SQL> grant select,insert,delete on scott.sukumar to xyz;

Grant succeeded.

SQL> grant xyz to sv;

Grant succeeded.

SQL> revoke xyz from sv;

Revoke succeeded.

SQL> spool off;

======================================================USER-SV==================================

SQL> conn

Enter user-name: sv

ERROR:

ORA-01045: user SV lacks CREATE SESSION privilege; logon denied

Warning: You are no longer connected to ORACLE.

SQL> conn

Enter user-name: sv

Connected.

SQL> show user;

USER is "SV"

SQL> select \* from scott.sukumar;

select \* from scott.sukumar

\*

ERROR at line 1:

ORA-00942: table or view does not exist

SQL> create table sample(id number(8));

create table sample(id number(8))

\*

ERROR at line 1:

ORA-01031: insufficient privileges

SQL> create table sample(id number(8));

Table created.

SQL> insert into sample values(9);

1 row created.

SQL> delete \* from sample;

delete \* from sample

\*

ERROR at line 1:

ORA-00903: invalid table name

SQL> delete from sample;

1 row deleted.

SQL> alter table sample modify id number(10);

Table altered.

SQL> desc sample;

Name Null? Type

----------------------------------------- -------- ----------------------------

ID NUMBER(10)

SQL> create table sample1(id number(2));

create table sample1(id number(2))

\*

ERROR at line 1:

ORA-01031: insufficient privileges

SQL> select \* from scott.sukumar;

select \* from scott.sukumar

\*

ERROR at line 1:

ORA-00942: table or view does not exist

SQL> select \* from scott.sukumar;

ID NAME SALARY

---------- ------- ----------

5 rock 80000

7 sv 888

1 suku 7700

2 veena 7000

3 samba 7000

7 ab 7780

6 rows selected.

SQL> insert into scott.sukumar values(3,'rock',9999);

insert into scott.sukumar values(3,'rock',9999)

\*

ERROR at line 1:

ORA-01031: insufficient privileges

SQL> delete from scott.sukumar where id=5;

delete from scott.sukumar where id=5

\*

ERROR at line 1:

ORA-01031: insufficient privileges

SQL> select \* from scott.sukumar;

select \* from scott.sukumar

\*

ERROR at line 1:

ORA-00942: table or view does not exist

SQL> select \* from scott.sukumar;

select \* from scott.sukumar

\*

ERROR at line 1:

ORA-00942: table or view does not exist

SQL> set role xyz identified by rock;

set role xyz identified by rock

\*

ERROR at line 1:

ORA-01924: role 'XYZ' not granted or does not exist

SQL> set role xyz identified by rock;

Role set.

SQL> select \* from scott.sukumar;

ID NAME SALARY

---------- ------- ----------

5 rock 80000

7 sv 888

1 suku 7700

2 veena 7000

3 samba 7000

7 ab 7780

6 rows selected.

SQL> insert into scott.sukumar values(3,'rock',9999);

1 row created.

SQL> select \* from scott.sukumar;

ID NAME SALARY

---------- ------- ----------

5 rock 80000

7 sv 888

3 rock 9999

1 suku 7700

2 veena 7000

3 samba 7000

7 ab 7780

7 rows selected.

SQL> delete from scott.sukumar where id=5;

1 row deleted.

SQL> select \* from scott.sukumar;

ID NAME SALARY

---------- ------- ----------

7 sv 888

3 rock 9999

1 suku 7700

2 veena 7000

3 samba 7000

7 ab 7780

6 rows selected.

SQL> select \* from scott.sukumar;

ID NAME SALARY

---------- ------- ----------

7 sv 888

3 rock 9999

1 suku 7700

2 veena 7000

3 samba 7000

7 ab 7780

6 rows selected.

SQL> delete from scott.sukumar where id=5;

0 rows deleted.

SQL> unset role xyz idetified by rock;

SP2-0734: unknown command beginning "unset role..." - rest of line ignored.

SQL> set role none;

Role set.

SQL> delete from scott.sukumar where id=5;

delete from scott.sukumar where id=5

\*

ERROR at line 1:

ORA-00942: table or view does not exist

SQL> select \* from scott.sukumar;

select \* from scott.sukumar

\*

ERROR at line 1:

ORA-00942: table or view does not exist

SQL> spool off;

**1.4)TCL**:- TCL stands for transaction control language.

It has following commands.

1.commit

2.savepoint

3.rollback

4.set transaction.

**1.commit**:- This command make permanet the changes in db.

syntax:- commit;

**2.rollback**:- This command restore db to original since last commit.

syntax:- rollback [ to savepoint]

**3.savepoint**:-

syntax:- savepoint savepoint name;

This command saves & marks the current point in processing of transaction. single transaction can have multiple savepoints. we can rollback to that particular savepoint whenever nessary.

Example:-

SQL> select \* from sukumar;

ID NAME SALARY

---------- ------- ----------

7 sv 888

3 rock 9999

1 suku 7700

2 veena 7000

3 samba 7000

7 ab 7780

6 rows selected.

SQL> delete from sukumar;

6 rows deleted.

SQL> select \* from sukumar;

no rows selected

SQL> rollback;

Rollback complete.

SQL> select \* from sukumar;

ID NAME SALARY

---------- ------- ----------

7 sv 888

3 rock 9999

1 suku 7700

2 veena 7000

3 samba 7000

7 ab 7780

6 rows selected.

SQL> delete from sukumar where id=7;

2 rows deleted.

SQL> commit;

Commit complete.

SQL> select \* from sukumar;

ID NAME SALARY

---------- ------- ----------

3 rock 9999

1 suku 7700

2 veena 7000

3 samba 7000

SQL> savepoint a;

Savepoint created.

SQL> delete from sukumar where id=1;

1 row deleted.

SQL> savepoint b;

Savepoint created.

SQL> delete from sukumar where id=2;

1 row deleted.

SQL> select \* from sukumar;

ID NAME SALARY

---------- ------- ----------

3 rock 9999

3 samba 7000

SQL> rollback b;

rollback b

\*

ERROR at line 1:

ORA-02181: invalid option to ROLLBACK WORK

SQL> rollback to b;

Rollback complete.

SQL> select \* from sukumar;

ID NAME SALARY

---------- ------- ----------

3 rock 9999

2 veena 7000

3 samba 7000

SQL> rollback to a;

Rollback complete.

SQL> select \* from sukumar;

ID NAME SALARY

---------- ------- ----------

3 rock 9999

1 suku 7700

2 veena 7000

3 samba 7000

SQL> spool off

1.5)CLAUSES:- The sql statement have clauses. The clauses have been divided into two types.

1.Mandatory clauses.

2.optional clauses.

The statement can be processed without having optional clauses. The following are few optional clauses.

1. where clause.

2. Group by clause.

3. Having clauses

4. order by clause.

5. for update clause:- Goto 3rd unit last in DBMS.

2.DATA TYPES:-

2.1)Character Data types:- Character data type allows only A-Z,a-z,0-9, and special characters.There are different character data types in oracle. Those are

a)char

b)Nchar

c)varchar2

d)Nvarchar2

**a) char**:-

syntax:- char([size,char])

-> size is optional.If we don't specify size ,then DBMS allocates only one byte to column.

-> The dbms allocates atmost 2000 bytes to char type column.

-> It is fixed length data type.(i.e) The data length in that column is less than size, rest of spaces filled with blank spaces.

-> If we don't pass second argument,then size is taken as bytes. Only single byte characters are stored in column. single byte character means the character occpies only one byte memory space.

The column does not allow multibyte character.

-> if we pass second argument, then column allows both single byte character and multibyte character.

**b)varchar2**:-

syntax:- varchar2([size,char])

-> size is mandatory.

-> The dbms allocate atmost 4000 bytes to varchar2 column.

-> It is variable length data type.

-> If we don't pass second argument,then size is taken as bytes. Only single byte characters are stored in column. single byte character means the character occpies only one byte memory space.

The column does not allow multibyte character.

-> if we pass second argument, then column allows both single byte character and multibyte character.

-> If character requires 4 bytes space, such character is not allowed by column.

**c) Nchar:-**

syntax:- Nchar([size])

-> size is optional.If we don't specify size ,then DBMS allocates only one byte to column.

-> The dbms allocates atmost 1000 bytes to char type column.

->The size is taken as char instead of byte.Therefore this column allows 1byte character,2byte character,4byte character..etc.

->It is fixed length data type.

**d) Nvarchar2**:-

syntax:- varchar2([size])

-> size is mandatory.

-> Dbms allocates atmost 2000 bytes to varchar2 type column.

->It is variable length data type.

-> The size is taken as char so column allows 1byte character,2byte character, 4bytes character ...etc.

**II. NUMBER DATA TYPE**:- The numbers are formed with digits 0-9,+,- and (.) decimal pooint. Oracle have following number data types.

1) Number

2) Float.

**1) Number**:-

syntax:- Number([Precision,scale])

-> Precision is total number of digits in number(integerpart+decimal part)

Ex:- 3338.7879

precision of above number is 8.

precision range is 1 to 38.Default precision is 1.That means column allows only one digit number.

-> Scale is no.of digits in decimal part of number.

Ex:- 338.7879

scale of above number is 4.

scale range is from -84 to +126.

-> Both arguments are optional.

-> DBMS allocates atmost 22 bytes.

SQL> create table sample(id number(7));

Table created.

Note :- If you enter value which has decimal part, number is rounded to nearest integer.

SQL> insert into sample values(4.7);

1 row created.

SQL> insert into sample values(7);

1 row created.

SQL> select \* from sample;

ID

----------

5

7

SQL> drop table sample;

Table dropped.

SQL> create table sample(id number(7,3));

Table created.

Note:- 1. Id colum will contain both number which has either integer part or both integer part and decimal part.

2.Precision is 7-3=4. So integer part has atmost 4digits(9999).If it contain more than 4 digits , we get error message.

3.scale is 3. So decimal part has atmost 3 digits(999).If decimal part has more than 3 digits,then decimal part is only rounded.

SQL> insert into sample values(7);

1 row created.

SQL> insert into sample values(7.56);

1 row created.

SQL> insert into sample values(7.5989);

1 row created.

SQL> select \* from sample;

ID

----------

7

7.56

7.599

SQL> insert into sample values(8.00);

1 row created.

SQL> select \* from sample;

ID

----------

7

7.56

7.599

8

SQL> drop table sample;

Table dropped.

SQL> create table sample(id number(2,1));

Table created.

SQL> insert into sample values(32);

insert into sample values(32)

\*

ERROR at line 1:

ORA-01438: value larger than specified precision allowed for this column

SQL> insert into sample values(2);

1 row created.

SQL> insert into sample values(2.1);

1 row created.

SQL> select \* from sample;

ID

----------

2

2.1

SQL> spool off

**III.DATE&TIME data type:-**

There are two date types .

1.DATE

2.TIME STAMP.

**1. DATE**:- The oldest calender was julean calender. There ws no calender before julean calender. that calender started from 01-Jan-4712BC.There was't historical records before that day. Thatwhy oracle took that date as starting date.

Syntax: columnname date;

-> date type column value occupies 7 bytes.

-> The date type value is internally stored in the following format.

BC/AD DD-MON\_YYYY HH:MM:SS AM/PM.

->RANGE of Date type value is 01-jan-4712BC TO 31-DEC-9999AD.

SQL> prompt "Default format of DATE"

"Default format of DATE"

SQL> select value from V$NLS\_PARAMETERs where parameter='NLS\_DATE\_FORMAT';

VALUE

----------------------------------------------------------------

DD-MON-RR

SQL> crate table rock(id date);

SP2-0734: unknown command beginning "crate tabl..." - rest of line ignored.

SQL> create table rock (id date);

Table created.

SQL> insert into rock values('06-nov-1981');

1 row created.

SQL> insert into rock values('06-11-1981');

insert into rock values('06-11-1981')

\*

ERROR at line 1:

ORA-01843: not a valid month

SQL> insert into rock values('nov-06-1981');

insert into rock values('nov-06-1981')

\*

ERROR at line 1:

ORA-01858: a non-numeric character was found where a numeric was expected

SQL> prompt "Change date format for current session"

"Change date format for current session"

SQL> alter session set NLS\_DATE\_FORMAT='yyyy-mon-dd 12HH:MI:SS';

ERROR:

ORA-01821: date format not recognized

SQL> alter session set NLS\_DATE\_FORMAT='MM-DD-YYYY HH:MI:SS';

Session altered.

SQL> insert into rock values('nov-06-1981');

1 row created.

SQL> insert into rock values('06-nov-1981');

insert into rock values('06-nov-1981')

\*

ERROR at line 1:

ORA-01858: a non-numeric character was found where a numeric was expected

SQL> select \* from rock;

ID

-------------------

11-06-1981 12:00:00

11-06-1981 12:00:00

SQL> insert into rock values('06-nov-1981 09:12:34');

insert into rock values('06-nov-1981 09:12:34')

\*

ERROR at line 1:

ORA-01858: a non-numeric character was found where a numeric was expected

SQL> insert into rock values('nov-06-1981 09:12:34');

1 row created.

SQL> select \* from rock;

ID

-------------------

11-06-1981 12:00:00

11-06-1981 12:00:00

11-06-1981 09:12:34

SQL> spool off

**2.TIMESTAMP**:-

-> By default,The date type value format is 'DD-MM-RR'.SO we can only store date in the date type column. we can't store time in date type column.

But If we changed format using NLS\_DATE\_FORMAT,then only we can keep both time and date in date type column.

1) The default format of timestamp is

dd-mm-rr [hh:mi:ss[.fs] [AM/PM]]

we can store both time and date in timestamp column.

syntax:-

column name timestamp([fracational seconds]);

-> francational seconds range is from 1 to 9.

SQL> select value from V$NLS\_PARAMETERS WHERE PARAMETER='NLS\_TIMESTAMP\_FORMAT';

VALUE

----------------------------------------------------------------

DD-MON-RR HH.MI.SSXFF AM

SQL> create table rock(id timestamp);

Table created.

SQL> insert into rock values('06-nov-1981');

1 row created.

SQL> insert into rock values('06-nov-1981 7:07:37 AM');

1 row created.

SQL> insert into rock values('06-nov-1981 7:07:37.1234 AM');

1 row created.

SQL> insert into rock values('06-nov-1981 7:07:37.12345 AM');

1 row created.

SQL> insert into rock values('06-nov-1981 7:07:37.123457 AM');

1 row created.

SQL> insert into rock values('06-nov-1981 7:07:37.12345789 AM');

1 row created.

SQL> insert into rock values('06-nov-1981 7:07:37.1234578978 AM');

insert into rock values('06-nov-1981 7:07:37.1234578978 AM')

\*

ERROR at line 1:

ORA-01855: AM/A.M. or PM/P.M. required

SQL> select \* from rock;

ID

---------------------------------------------------------------------------

06-NOV-81 12.00.00.000000 AM

06-NOV-81 07.07.37.000000 AM

06-NOV-81 07.07.37.123400 AM

06-NOV-81 07.07.37.123450 AM

06-NOV-81 07.07.37.123457 AM

06-NOV-81 07.07.37.123458 AM

6 rows selected.

SQL> select value from V$NLS\_PARAMETERS WHERE PARAMETER='NLS\_TIMESTAMP\_FORMAT';

VALUE

----------------------------------------------------------------

DD-MON-RR HH.MI.SSXFF AM

SQL> alter session set NLS\_TIMESTAMP\_FORMAT='MM-DD-YYYY HH:MI:SSXFF PM';

Session altered.

SQL> select \* from rock;

ID

---------------------------------------------------------------------------

11-06-1981 12:00:00.000000 AM

11-06-1981 07:07:37.000000 AM

11-06-1981 07:07:37.123400 AM

11-06-1981 07:07:37.123450 AM

11-06-1981 07:07:37.123457 AM

11-06-1981 07:07:37.123458 AM

6 rows selected.

SQL> SPOOL OFF

**III) LONG**:-

syntax:- column name Long;

1) It variable length data type.

2)Dbms allocates atmost 2GB space for long column.

3)The table can has atmost one long column.

4)This type column allows only single byte characters.

**IV) RAW & LONG RAW**:- Both are depricated data types in oracle 9i.

**V) LOB**:-Large object Binary Files are a set of data types that are designed to hold large amounts of data. A LOB can hold up to a maximum size ranging from 8 terabytes to 128 terabytes depending on how your database is configured.

Storing data in LOBs enables you to access and manipulate the data efficiently in your application. Lobs stores structured and unstructured data.

The LOB types are

1. BLOB

2.CLOB

3.BFILE.

**1)BLOB**:- Syntax:- columnname BLOB;

-> Blob column stores binary data(images,audio,video,hexadecimal data or Null.

-> Single table can have more than one blob columns.

-> Dbms allocates atmost 4gb space to column.

-> we can't define constraint over BLOB column Except NOTNULL.

-> Blob is internal lob.(i.e) semistructured and unstructured data is stored in column of table. which is not stored in file system of OS.

SQL> create table sample(id BLOB);

Table created.

SQL> insert into sample values('123');

1 row created.

SQL> insert into sample values('ghij');

insert into sample values('ghij')

\*

ERROR at line 1:

ORA-01465: invalid hex number

SQL> insert into sample values('0100010');

1 row created.

SQL> insert into sample values(0100010);

insert into sample values(0100010)

\*

ERROR at line 1:

ORA-00932: inconsistent datatypes: expected BLOB got NUMBER

SQL> insert into sample values('AF012D');

1 row created.

SQL> select \* from sample;

ID

--------------------------------------------------------------------------------

0123

00100010

AF012D

SQL> spool off

**2)BFILE**:- The column which is Bfile type stores only LOCATOR of binary files(imagefiels,audiofiles,vidoefiles),txtfiles,zipfiles and csv files.Actual files are in Opeating system

file system instead of database.That'why Bfile type is called external lob.

syntax:-

Column BFILE

-> Bfile column does't participate in transaction.

-> we can't define constraints over Bfile column except NOT NULL.

-> This column allows null or ' '.

To keep locator of file, we use the BFILENAME function.

syntax:

BFILENAME('dirname','filename.extension');

SQL> conn

Enter user-name: sys as sysdba

Connected.

SQL> prompt "1.Create a director";

"1.Create a director"

SQL> create directory rock as 'E:\rock';

Directory created.

SQL> grant read,write on directory rock to scott;

Grant succeeded.

SQL> create table sample1(photo BFILE);

Table created.

SQL> conn

Enter user-name: scott

Connected.

SQL> create table sample2(photo BFILE);

Table created.

SQL> insert into sample2 values(Bfilename('E:\rock','abc.jpg'));

1 row created.

SQL> select \* from sample2;

PHOTO

--------------------------------------------------------------------------------

bfilename('E:\rock', 'abc.jpg')

SQL> spool off;

**3)OPERATORS**:- The operator is keyword in sql and pl/sql.The each operator has special meaning and own functionality.The operator is single character,word & group of characters.The operator has been divided into 3 types.

1.Unary operators.

2.Binary operators.

3.Set operators.

**3.1)Unary operators**:- Unary operator associates with only one operand.This unary operators has highest priority than binary and set operators.

The unary operators are unaryplus(+) and unary minus(-).

syntax:-

unaryoperator operand.

-> unary plus makes positive the given operand.

-> unary minus make negitive the given operand.

Example:-

SQL> select \* from emp;

EMPNO ENAME JOB MGR HIREDATE SAL COMM DEPTNO

---------- ---------- --------- ---------- --------- ---------- ---------- ----------

7369 SMITH CLERK 7902 17-DEC-80 800 20

7499 ALLEN SALESMAN 7698 20-FEB-81 1600 300 30

7521 WARD SALESMAN 7698 22-FEB-81 1250 500 30

7566 JONES MANAGER 7839 02-APR-81 2975 20

7654 MARTIN SALESMAN 7698 28-SEP-81 1250 1400 30

7698 BLAKE MANAGER 7839 01-MAY-81 2850 30

7782 CLARK MANAGER 7839 09-JUN-81 2450 10

7788 SCOTT ANALYST 7566 19-APR-87 3000 20

7839 KING PRESIDENT 17-NOV-81 5000 10

7844 TURNER SALESMAN 7698 08-SEP-81 1500 0 30

7876 ADAMS CLERK 7788 23-MAY-87 1100 20

7900 JAMES CLERK 7698 03-DEC-81 950 30

7902 FORD ANALYST 7566 03-DEC-81 3000 20

7934 MILLER CLERK 7782 23-JAN-82 1300 10

14 rows selected.

SQL> select -sal from emp;

-SAL

----------

-800

-1600

-1250

-2975

-1250

-2850

-2450

-3000

-5000

-1500

-1100

-950

-3000

-1300

14 rows selected.

SQL> select +sal from emp;

SAL

----------

800

1600

1250

2975

1250

2850

2450

3000

5000

1500

1100

950

3000

1300

14 rows selected.

SQL> select -sal from emp where sal > 3000;

-SAL

----------

-5000

SQL> select -sal from emp where sal>-sal ;

-SAL

----------

-800

-1600

-1250

-2975

-1250

-2850

-2450

-3000

-5000

-1500

-1100

-950

-3000

-1300

14 rows selected.

SQL> select -sal from emp where -sal>sal ;

no rows selected

SQL> spool off

**3.2)BINARY OPEATORS**:-

SYNTAX:- operand1 operator operand2

Binary operators always receives two operands. The binary operator is always between two operands. The binary operator has highest priority than set operators but has low priority than unary operators.

The binary operators are

1) Arithmetic operators.

2) Concatenation operators.

3) Single valued relational operators.

4) Multi valued relational operator.

5) Logical operators.

1.Arithmetic operators:- The arithmetic opreators are +,-,\*,/.

\*,/ has highest priority than +,-.

Associativity is left to right.

oracle does not has % operator.

Example:-

SQL> select \* from emp;

EMPNO ENAME JOB MGR HIREDATE SAL COMM DEPTNO

---------- ---------- --------- ---------- --------- ---------- ---------- ----------

7369 SMITH CLERK 7902 17-DEC-80 800 20

7499 ALLEN SALESMAN 7698 20-FEB-81 1600 300 30

7521 WARD SALESMAN 7698 22-FEB-81 1250 500 30

7566 JONES MANAGER 7839 02-APR-81 2975 20

7654 MARTIN SALESMAN 7698 28-SEP-81 1250 1400 30

7698 BLAKE MANAGER 7839 01-MAY-81 2850 30

7782 CLARK MANAGER 7839 09-JUN-81 2450 10

7788 SCOTT ANALYST 7566 19-APR-87 3000 20

7839 KING PRESIDENT 17-NOV-81 5000 10

7844 TURNER SALESMAN 7698 08-SEP-81 1500 0 30

7876 ADAMS CLERK 7788 23-MAY-87 1100 20

7900 JAMES CLERK 7698 03-DEC-81 950 30

7902 FORD ANALYST 7566 03-DEC-81 3000 20

7934 MILLER CLERK 7782 23-JAN-82 1300 10

14 rows selected.

SQL> select empno,sal+1000 as newsalary,deptno from emp;

EMPNO NEWSALARY DEPTNO

---------- ---------- ----------

7369 1800 20

7499 2600 30

7521 2250 30

7566 3975 20

7654 2250 30

7698 3850 30

7782 3450 10

7788 4000 20

7839 6000 10

7844 2500 30

7876 2100 20

7900 1950 30

7902 4000 20

7934 2300 10

14 rows selected.

SQL> select empno,sal\*2 as newsalary,deptno from emp where deptno=20;

EMPNO NEWSALARY DEPTNO

---------- ---------- ----------

7369 1600 20

7566 5950 20

7788 6000 20

7876 2200 20

7902 6000 20

SQL> select empno,sal\*3-1000 as newsalary,deptno from emp where deptno=20+10;

EMPNO NEWSALARY DEPTNO

---------- ---------- ----------

7499 3800 30

7521 2750 30

7654 2750 30

7698 7550 30

7844 3500 30

7900 1850 30

6 rows selected.

SQL> select empno-sal as newsalary from emp where deptno=10;

NEWSALARY

----------

5332

2839

6634

SQL> select empno-sal as newsalary from emp where deptno=deptno-10;

no rows selected

SQL> spool off

2. CONCATENATION:- This operator concats two columns.The operator is (||).

The result of concatenation is character expression.

syntax:-

col-1|constant-1 || col-2|constant-2;

Example:-

SQL> select \* from emp;

EMPNO ENAME JOB MGR HIREDATE SAL COMM DEPTNO

---------- ---------- --------- ---------- --------- ---------- ---------- ----------

7369 SMITH CLERK 7902 17-DEC-80 800 20

7499 ALLEN SALESMAN 7698 20-FEB-81 1600 300 30

7521 WARD SALESMAN 7698 22-FEB-81 1250 500 30

7566 JONES MANAGER 7839 02-APR-81 2975 20

7654 MARTIN SALESMAN 7698 28-SEP-81 1250 1400 30

7698 BLAKE MANAGER 7839 01-MAY-81 2850 30

7782 CLARK MANAGER 7839 09-JUN-81 2450 10

7788 SCOTT ANALYST 7566 19-APR-87 3000 20

7839 KING PRESIDENT 17-NOV-81 5000 10

7844 TURNER SALESMAN 7698 08-SEP-81 1500 0 30

7876 ADAMS CLERK 7788 23-MAY-87 1100 20

7900 JAMES CLERK 7698 03-DEC-81 950 30

7902 FORD ANALYST 7566 03-DEC-81 3000 20

7934 MILLER CLERK 7782 23-JAN-82 1300 10

14 rows selected.

SQL> select ename||'-'||job as name from emp;

NAME

--------------------

SMITH-CLERK

ALLEN-SALESMAN

WARD-SALESMAN

JONES-MANAGER

MARTIN-SALESMAN

BLAKE-MANAGER

CLARK-MANAGER

SCOTT-ANALYST

KING-PRESIDENT

TURNER-SALESMAN

ADAMS-CLERK

JAMES-CLERK

FORD-ANALYST

MILLER-CLERK

14 rows selected.

SQL> select empno||'-'||deptno from emp;

EMPNO||'-'||DEPTNO

---------------------------------------------------------------------------------

7369-20

7499-30

7521-30

7566-20

7654-30

7698-30

7782-10

7788-20

7839-10

7844-30

7876-20

7900-30

7902-20

7934-10

14 rows selected.

SQL> select emp||'-'||ename from emp;

select emp||'-'||ename from emp

\*

ERROR at line 1:

ORA-00904: "EMP": invalid identifier

SQL> select empno||'-'||ename from emp;

EMPNO||'-'||ENAME

---------------------------------------------------

7369-SMITH

7499-ALLEN

7521-WARD

7566-JONES

7654-MARTIN

7698-BLAKE

7782-CLARK

7788-SCOTT

7839-KING

7844-TURNER

7876-ADAMS

7900-JAMES

7902-FORD

7934-MILLER

14 rows selected.

SQL> spool off;

3. SINGLE VALUE RELATIONAL OPERATOR:- The operators are =,!=,<,>,>=,<=,<>.

These operators compares left side operand with only one operand which is rightside to operator. Therefore these oprators are called as single value relational operator.

Example:-

SQL> select \* from emp;

EMPNO ENAME JOB MGR HIREDATE SAL COMM DEPTNO

---------- ---------- --------- ---------- --------- ---------- ---------- ----------

7369 SMITH CLERK 7902 17-DEC-80 800 20

7499 ALLEN SALESMAN 7698 20-FEB-81 1600 300 30

7521 WARD SALESMAN 7698 22-FEB-81 1250 500 30

7566 JONES MANAGER 7839 02-APR-81 2975 20

7654 MARTIN SALESMAN 7698 28-SEP-81 1250 1400 30

7698 BLAKE MANAGER 7839 01-MAY-81 2850 30

7782 CLARK MANAGER 7839 09-JUN-81 2450 10

7788 SCOTT ANALYST 7566 19-APR-87 3000 20

7839 KING PRESIDENT 17-NOV-81 5000 10

7844 TURNER SALESMAN 7698 08-SEP-81 1500 0 30

7876 ADAMS CLERK 7788 23-MAY-87 1100 20

7900 JAMES CLERK 7698 03-DEC-81 950 30

7902 FORD ANALYST 7566 03-DEC-81 3000 20

7934 MILLER CLERK 7782 23-JAN-82 1300 10

14 rows selected.

SQL> select \* from emp where empno>7500;

EMPNO ENAME JOB MGR HIREDATE SAL COMM DEPTNO

---------- ---------- --------- ---------- --------- ---------- ---------- ----------

7521 WARD SALESMAN 7698 22-FEB-81 1250 500 30

7566 JONES MANAGER 7839 02-APR-81 2975 20

7654 MARTIN SALESMAN 7698 28-SEP-81 1250 1400 30

7698 BLAKE MANAGER 7839 01-MAY-81 2850 30

7782 CLARK MANAGER 7839 09-JUN-81 2450 10

7788 SCOTT ANALYST 7566 19-APR-87 3000 20

7839 KING PRESIDENT 17-NOV-81 5000 10

7844 TURNER SALESMAN 7698 08-SEP-81 1500 0 30

7876 ADAMS CLERK 7788 23-MAY-87 1100 20

7900 JAMES CLERK 7698 03-DEC-81 950 30

7902 FORD ANALYST 7566 03-DEC-81 3000 20

7934 MILLER CLERK 7782 23-JAN-82 1300 10

12 rows selected.

SQL> select \* from emp where sal>1000;

EMPNO ENAME JOB MGR HIREDATE SAL COMM DEPTNO

---------- ---------- --------- ---------- --------- ---------- ---------- ----------

7499 ALLEN SALESMAN 7698 20-FEB-81 1600 300 30

7521 WARD SALESMAN 7698 22-FEB-81 1250 500 30

7566 JONES MANAGER 7839 02-APR-81 2975 20

7654 MARTIN SALESMAN 7698 28-SEP-81 1250 1400 30

7698 BLAKE MANAGER 7839 01-MAY-81 2850 30

7782 CLARK MANAGER 7839 09-JUN-81 2450 10

7788 SCOTT ANALYST 7566 19-APR-87 3000 20

7839 KING PRESIDENT 17-NOV-81 5000 10

7844 TURNER SALESMAN 7698 08-SEP-81 1500 0 30

7876 ADAMS CLERK 7788 23-MAY-87 1100 20

7902 FORD ANALYST 7566 03-DEC-81 3000 20

7934 MILLER CLERK 7782 23-JAN-82 1300 10

12 rows selected.

SQL> select \* from emp where sal=1000;

no rows selected

SQL> select \* from emp where sal<>1000;

EMPNO ENAME JOB MGR HIREDATE SAL COMM DEPTNO

---------- ---------- --------- ---------- --------- ---------- ---------- ----------

7369 SMITH CLERK 7902 17-DEC-80 800 20

7499 ALLEN SALESMAN 7698 20-FEB-81 1600 300 30

7521 WARD SALESMAN 7698 22-FEB-81 1250 500 30

7566 JONES MANAGER 7839 02-APR-81 2975 20

7654 MARTIN SALESMAN 7698 28-SEP-81 1250 1400 30

7698 BLAKE MANAGER 7839 01-MAY-81 2850 30

7782 CLARK MANAGER 7839 09-JUN-81 2450 10

7788 SCOTT ANALYST 7566 19-APR-87 3000 20

7839 KING PRESIDENT 17-NOV-81 5000 10

7844 TURNER SALESMAN 7698 08-SEP-81 1500 0 30

7876 ADAMS CLERK 7788 23-MAY-87 1100 20

7900 JAMES CLERK 7698 03-DEC-81 950 30

7902 FORD ANALYST 7566 03-DEC-81 3000 20

7934 MILLER CLERK 7782 23-JAN-82 1300 10

14 rows selected.

SQL> spool off

4.LOGICAL OPERATORS:-

The logical opetators are

1)NOT 2) AND 3 )OR.

syntax: cond-1 operator cond-2;

examples:-

SQL> select \* from emp;

EMPNO ENAME JOB MGR HIREDATE SAL COMM DEPTNO

---------- ---------- --------- ---------- --------- ---------- ---------- ----------

7369 SMITH CLERK 7902 17-DEC-80 800 20

7499 ALLEN SALESMAN 7698 20-FEB-81 1600 300 30

7521 WARD SALESMAN 7698 22-FEB-81 1250 500 30

7566 JONES MANAGER 7839 02-APR-81 2975 20

7654 MARTIN SALESMAN 7698 28-SEP-81 1250 1400 30

7698 BLAKE MANAGER 7839 01-MAY-81 2850 30

7782 CLARK MANAGER 7839 09-JUN-81 2450 10

7788 SCOTT ANALYST 7566 19-APR-87 3000 20

7839 KING PRESIDENT 17-NOV-81 5000 10

7844 TURNER SALESMAN 7698 08-SEP-81 1500 0 30

7876 ADAMS CLERK 7788 23-MAY-87 1100 20

7900 JAMES CLERK 7698 03-DEC-81 950 30

7902 FORD ANALYST 7566 03-DEC-81 3000 20

7934 MILLER CLERK 7782 23-JAN-82 1300 10

14 rows selected.

SQL> select \* from emp where sal<3000 and deptno=30;

EMPNO ENAME JOB MGR HIREDATE SAL COMM DEPTNO

---------- ---------- --------- ---------- --------- ---------- ---------- ----------

7499 ALLEN SALESMAN 7698 20-FEB-81 1600 300 30

7521 WARD SALESMAN 7698 22-FEB-81 1250 500 30

7654 MARTIN SALESMAN 7698 28-SEP-81 1250 1400 30

7698 BLAKE MANAGER 7839 01-MAY-81 2850 30

7844 TURNER SALESMAN 7698 08-SEP-81 1500 0 30

7900 JAMES CLERK 7698 03-DEC-81 950 30

6 rows selected.

SQL> select \* from emp where sal<3000 or deptno=30;

EMPNO ENAME JOB MGR HIREDATE SAL COMM DEPTNO

---------- ---------- --------- ---------- --------- ---------- ---------- ----------

7369 SMITH CLERK 7902 17-DEC-80 800 20

7499 ALLEN SALESMAN 7698 20-FEB-81 1600 300 30

7521 WARD SALESMAN 7698 22-FEB-81 1250 500 30

7566 JONES MANAGER 7839 02-APR-81 2975 20

7654 MARTIN SALESMAN 7698 28-SEP-81 1250 1400 30

7698 BLAKE MANAGER 7839 01-MAY-81 2850 30

7782 CLARK MANAGER 7839 09-JUN-81 2450 10

7844 TURNER SALESMAN 7698 08-SEP-81 1500 0 30

7876 ADAMS CLERK 7788 23-MAY-87 1100 20

7900 JAMES CLERK 7698 03-DEC-81 950 30

7934 MILLER CLERK 7782 23-JAN-82 1300 10

11 rows selected.

SQL> select \* from emp where (sal<3000 or deptno=30)and empno<7500;

EMPNO ENAME JOB MGR HIREDATE SAL COMM DEPTNO

---------- ---------- --------- ---------- --------- ---------- ---------- ----------

7369 SMITH CLERK 7902 17-DEC-80 800 20

7499 ALLEN SALESMAN 7698 20-FEB-81 1600 300 30

SQL> spool off;

5.MULTIVALUED RELATIONAL OPERATORS:- The operators compars liftside operand with more than one values.

Therefore these operators are called as multivalue relational operator. The operators are

1)IN

2)NOT IN

3)ALL

4)ANY

5)EXISTS

6)BETWEEN

7)NOT EXISTS

8)LIKE

9)NOT LIKE.

10)NOT BETWEEN.

SYNTAX:- operand relational operator mulivalue relational operator(list of values);

1.ALL:- It returns true ,if condition becomes true for everyvalue in list.

2.ANY:- It returns true, if condition becomes true for atleast one value in list.

3.IN:- It returns true, if operand value is equal to atleast one value in list.

4.NOT IN:- It return true, if operand value is not equal to any value in list.

5.BETWEEN:- IT returns true,if operand value is with in range which incluse both min and max range.

6.NOT BETWEEN:- it return true, if operand values is not with in range.

7.LIKE:- There are two wild characters.

% matches any number of characters.

- matches a single character.

8. EXISTS:- This operator returns true if subquery returns record; otherwise it returns false.

syntax:- where [not] exists(subquery);

EXAMPLES:-

SQL> select \* from emp;

EMPNO ENAME JOB MGR HIREDATE SAL COMM DEPTNO

---------- ---------- --------- ---------- --------- ---------- ---------- ----------

7369 SMITH CLERK 7902 17-DEC-80 800 20

7499 ALLEN SALESMAN 7698 20-FEB-81 1600 300 30

7521 WARD SALESMAN 7698 22-FEB-81 1250 500 30

7566 JONES MANAGER 7839 02-APR-81 2975 20

7654 MARTIN SALESMAN 7698 28-SEP-81 1250 1400 30

7698 BLAKE MANAGER 7839 01-MAY-81 2850 30

7782 CLARK MANAGER 7839 09-JUN-81 2450 10

7788 SCOTT ANALYST 7566 19-APR-87 3000 20

7839 KING PRESIDENT 17-NOV-81 5000 10

7844 TURNER SALESMAN 7698 08-SEP-81 1500 0 30

7876 ADAMS CLERK 7788 23-MAY-87 1100 20

7900 JAMES CLERK 7698 03-DEC-81 950 30

7902 FORD ANALYST 7566 03-DEC-81 3000 20

7934 MILLER CLERK 7782 23-JAN-82 1300 10

14 rows selected.

SQL> select \* from emp where sal > any(2000,2500,3000);

EMPNO ENAME JOB MGR HIREDATE SAL COMM DEPTNO

---------- ---------- --------- ---------- --------- ---------- ---------- ----------

7566 JONES MANAGER 7839 02-APR-81 2975 20

7698 BLAKE MANAGER 7839 01-MAY-81 2850 30

7782 CLARK MANAGER 7839 09-JUN-81 2450 10

7788 SCOTT ANALYST 7566 19-APR-87 3000 20

7839 KING PRESIDENT 17-NOV-81 5000 10

7902 FORD ANALYST 7566 03-DEC-81 3000 20

6 rows selected.

SQL> select \* from emp where sal > all(2000,2500,3000);

EMPNO ENAME JOB MGR HIREDATE SAL COMM DEPTNO

---------- ---------- --------- ---------- --------- ---------- ---------- ----------

7839 KING PRESIDENT 17-NOV-81 5000 10

SQL> select \* from emp where sal in(2000,2500,3000);

EMPNO ENAME JOB MGR HIREDATE SAL COMM DEPTNO

---------- ---------- --------- ---------- --------- ---------- ---------- ----------

7788 SCOTT ANALYST 7566 19-APR-87 3000 20

7902 FORD ANALYST 7566 03-DEC-81 3000 20

SQL> select \* from emp where sal between 1000 and 2500;

EMPNO ENAME JOB MGR HIREDATE SAL COMM DEPTNO

---------- ---------- --------- ---------- --------- ---------- ---------- ----------

7499 ALLEN SALESMAN 7698 20-FEB-81 1600 300 30

7521 WARD SALESMAN 7698 22-FEB-81 1250 500 30

7654 MARTIN SALESMAN 7698 28-SEP-81 1250 1400 30

7782 CLARK MANAGER 7839 09-JUN-81 2450 10

7844 TURNER SALESMAN 7698 08-SEP-81 1500 0 30

7876 ADAMS CLERK 7788 23-MAY-87 1100 20

7934 MILLER CLERK 7782 23-JAN-82 1300 10

7 rows selected.

SQL> select \* from emp where sal not between 1000 and 2500;

EMPNO ENAME JOB MGR HIREDATE SAL COMM DEPTNO

---------- ---------- --------- ---------- --------- ---------- ---------- ----------

7369 SMITH CLERK 7902 17-DEC-80 800 20

7566 JONES MANAGER 7839 02-APR-81 2975 20

7698 BLAKE MANAGER 7839 01-MAY-81 2850 30

7788 SCOTT ANALYST 7566 19-APR-87 3000 20

7839 KING PRESIDENT 17-NOV-81 5000 10

7900 JAMES CLERK 7698 03-DEC-81 950 30

7902 FORD ANALYST 7566 03-DEC-81 3000 20

7 rows selected.

SQL> select \* from emp where sal between 800 and 1250;

EMPNO ENAME JOB MGR HIREDATE SAL COMM DEPTNO

---------- ---------- --------- ---------- --------- ---------- ---------- ----------

7369 SMITH CLERK 7902 17-DEC-80 800 20

7521 WARD SALESMAN 7698 22-FEB-81 1250 500 30

7654 MARTIN SALESMAN 7698 28-SEP-81 1250 1400 30

7876 ADAMS CLERK 7788 23-MAY-87 1100 20

7900 JAMES CLERK 7698 03-DEC-81 950 30

Note:- Between includes both 800 and 1250 value in above example.

SQL> select \* from emp where ename like 's%';

no rows selected

SQL> select \* from emp where ename like 'S%';

EMPNO ENAME JOB MGR HIREDATE SAL COMM DEPTNO

---------- ---------- --------- ---------- --------- ---------- ---------- ----------

7369 SMITH CLERK 7902 17-DEC-80 800 20

7788 SCOTT ANALYST 7566 19-APR-87 3000 20

SQL> select \* from emp where ename like '%S';

EMPNO ENAME JOB MGR HIREDATE SAL COMM DEPTNO

---------- ---------- --------- ---------- --------- ---------- ---------- ----------

7566 JONES MANAGER 7839 02-APR-81 2975 20

7876 ADAMS CLERK 7788 23-MAY-87 1100 20

7900 JAMES CLERK 7698 03-DEC-81 950 30

SQL> select \* from emp where ename like '--S%';

no rows selected

SQL> select \* from emp where ename like '\_\_S%';

no rows selected

SQL> select \* from emp where ename like '\_\_A%';

EMPNO ENAME JOB MGR HIREDATE SAL COMM DEPTNO

---------- ---------- --------- ---------- --------- ---------- ---------- ----------

7698 BLAKE MANAGER 7839 01-MAY-81 2850 30

7782 CLARK MANAGER 7839 09-JUN-81 2450 10

7876 ADAMS CLERK 7788 23-MAY-87 1100 20

SQL> select \* from emp where ename like 'S\_A%';

no rows selected

SQL> select \* from emp where ename like 'B\_A%';

EMPNO ENAME JOB MGR HIREDATE SAL COMM DEPTNO

---------- ---------- --------- ---------- --------- ---------- ---------- ----------

7698 BLAKE MANAGER 7839 01-MAY-81 2850 30

SQL> spool off

SQL> select \* from emp where exists(select \* from emp where sal=sal+2);

no rows selected

SQL> select \* from emp where exists(select \* from emp where sal=sal);

EMPNO ENAME JOB MGR HIREDATE SAL COMM DEPTNO

---------- ---------- --------- ---------- --------- ---------- ---------- ----------

7369 SMITH CLERK 7902 17-DEC-80 800 20

7499 ALLEN SALESMAN 7698 20-FEB-81 1600 300 30

7521 WARD SALESMAN 7698 22-FEB-81 1250 500 30

7566 JONES MANAGER 7839 02-APR-81 2975 20

7654 MARTIN SALESMAN 7698 28-SEP-81 1250 1400 30

7698 BLAKE MANAGER 7839 01-MAY-81 2850 30

7782 CLARK MANAGER 7839 09-JUN-81 2450 10

7788 SCOTT ANALYST 7566 19-APR-87 3000 20

7839 KING PRESIDENT 17-NOV-81 5000 10

7844 TURNER SALESMAN 7698 08-SEP-81 1500 0 30

7876 ADAMS CLERK 7788 23-MAY-87 1100 20

7900 JAMES CLERK 7698 03-DEC-81 950 30

7902 FORD ANALYST 7566 03-DEC-81 3000 20

7934 MILLER CLERK 7782 23-JAN-82 1300 10

14 rows selected.

**3.3)SET OPERATORS**:- Go to DBMS Material.

4)CONSTRAINTS:- The constraint is business rule (or) restriction. The constraints can be defined on single column,multiple column and table.

syntax:- constraint constraint-name.

This syntax is optional. If you don't specify, dbms creaes constraint name. That constraint name start with SYS\_C------.This constrint informationis not stored in table. That information is stored in user\_constraint view.

Q.)What is table-level/out-of-line style constraint?

The constraint which can be defined after all column definition in create statement is called table-level constraint.

EX:- create table tablename( col1-def, col2-def,...coln-def,constraint definition);

Q.)what is column-level/in line style constraint?

The constraint which is immediately defined after column definition in create statement is called column-level constraint.

Ex:- create table tablename(col1-def constraint definiton, col2-def,....col3-def);

In oracle, constraints have been devided into 3 types.

1.DOMAIN INTEGRITY CONSTRAINTS.

2.ENTITY INTEGRITY CONSTRAINTS.

3.REFERENTIAL INTEGRITY CONSTRAINTS.

1.DOMAIN INTEGRITY CONSTRAINTS:- These constraints validates entries for given column.

The constraints are

a)default

b)not null

c)check

d) type of value is restricted through data type of column.

a)Default:-

-> it can be defined at only column-level

->If we don't specify value for column ,DBMS inserts default value into that column.

->If i specify value for column, the specified value has high priority than default value. so DBMS inserts specified value in column.

->in single table, more than one column can have default constraints.

syntax:- columnname datatype default value;

SQL> create table sample(id number(7),m\_status varchar2(10) default 'unmarried');

Table created.

SQL> desc sample;

Name Null? Type

----------------------------------------- -------- ----------------------------

ID NUMBER(7)

M\_STATUS VARCHAR2(10)

SQL> insert into sample values(7,'married');

1 row created.

SQL> insert into sample (id)values(8);

1 row created.

SQL> select \* from sample;

ID M\_STATUS

---------- ----------

7 married

8 unmarried

SQL> alter table sample modify m\_status varchar2(10)default 'u\_marry';

Table altered.

SQL> insert into sample (id)values(8);

1 row created.

SQL> select \* from sample;

ID M\_STATUS

---------- ----------

7 married

8 unmarried

8 u\_marry

SQL> alter table sample modify id number(7) default 77;

Table altered.

Note :- we can't remove existing default constraint.so we have to set default value as null.

**b)NOTNULL**:-

syntax:- columnname datatype [constraint name] not null;

->IT is column level constraint.

->In single table, more than one column can have default constraint.

->The column does't allow null values .If we try to insert Null ,we get error message.

->Default constraint has more priority than notnull constraint.The single column can has both constraints.If we want to define both constraints on single colun,then

we should first define default and next define notnull constraint.

Example:-

SQL> create table sample(id number(7),name varchar2(10) constraint abc not null);

Table created.

SQL> desc sample

Name Null? Type

----------------------------------------- -------- ----------------------------

ID NUMBER(7)

NAME NOT NULL VARCHAR2(10)

SQL> insert into sample values(7,null);

insert into sample values(7,null)

\*

ERROR at line 1:

ORA-01400: cannot insert NULL into ("SCOTT"."SAMPLE"."NAME")

SQL> alter table sample drop constraint abc;

Table altered.

SQL> insert into sample values(7,null);

1 row created.

SQL> desc sample

Name Null? Type

----------------------------------------- -------- ----------------------------

ID NUMBER(7)

NAME VARCHAR2(10)

SQL> alter table sample modify name varchar2(10)constraint abc not null;

alter table sample modify name varchar2(10)constraint abc not null

\*

ERROR at line 1:

ORA-02296: cannot enable (SCOTT.ABC) - null values found

SQL> select \* from sample;

ID NAME

---------- ----------

7

SQL> delete from sample;

1 row deleted.

SQL> alter table sample modify name varchar2(10) constraint abc not null;

Table altered.

SQL> desc sample;

Name Null? Type

----------------------------------------- -------- ----------------------------

ID NUMBER(7)

NAME NOT NULL VARCHAR2(10)

**C)CHECK**:-

syntax:-columnname datatype [constraint constraintname] check condition;

-> This constraint is both column level constraint & table level constraint.

-> when dbms inserts value in to column,dbms examines condition. If condition is true, DBMS places value into column; otherwise it displays error message.

-> The default constraint has more priority than not null & check constraint.Not null &check constraint have same priority.

-> when we want to define 3 constraints on single column,we first should define default constraint.Later not null & check can be defined in any order.

EXAMPLE:-

SQL> create table sample (id number(7),sal number(7)constraint abc check (sal>7000));

Table created.

SQL> insert into sample values(7,8000);

1 row created.

SQL> insert into sample values(7,6000);

insert into sample values(7,6000)

\*

ERROR at line 1:

ORA-02290: check constraint (SCOTT.ABC) violated

SQL> alter table sample drop constraint abc;

Table altered.

SQL> insert into sample values(7,6000);

1 row created.

SQL> alter table sample modify sal number(7)constraint abc check(sal>5000);

Table altered.

SQL> insert into sample values(7,4000);

insert into sample values(7,4000)

\*

ERROR at line 1:

ORA-02290: check constraint (SCOTT.ABC) violated

**II.ENTITY INTEGRITY CONSTRAINTS**:- The constraints which is defined at object level is called entity integrity constraint. There are two entity intgrity constraints.

1.UNIQUE key

2.PRIMARY key.

1.UNIQUE KEY:-

syntax:- columnname datatype [constraint name] unique;

-> when we define unique constraint on column,that column does not allow duplicate value. But column allows null value.

-> unique key constraint can be defined at column level or table level.

-> The table allows more than one unique key constraints on different columns.

-> we can define unique key constraint on single column or multiple columns. The multiplicolumns all together is called composite key.

NOTE:- 1.WHEN we want to define unique key constraint on single column, it can be defined at column level or table level.

2. when we want to define unique key constraint on multiple column, it should only be defined at table level.

EXAMPLE:

SQL> create table sample(id number(7) constraint abc unique,name varchar2(7));

Table created.

SQL> insert into sample values(7,'sula');

1 row created.

SQL> insert into sample values(7,'sula');

insert into sample values(7,'sula')

\*

ERROR at line 1:

ORA-00001: unique constraint (SCOTT.ABC) violated

SQL> insert into sample values(null,'sula');

1 row created.

SQL> select \* from sample;

ID NAME

---------- -------

7 sula

sula

SQL> alter table sample drop constraint abc ;

Table altered.

SQL> insert into sample values(7,'sula');

1 row created.

SQL> select \* from sample;

ID NAME

---------- -------

7 sula

sula

7 sula

SQL> alter table sample modify id number(7) constraint abc unique;

alter table sample modify id number(7) constraint abc unique

\*

ERROR at line 1:

ORA-02299: cannot validate (SCOTT.ABC) - duplicate keys found

SQL> delete from sample;

3 rows deleted.

SQL> alter table sample modify id number(7) constraint abc unique;

Table altered.

SQL> insert into sample values(7,'suku');

1 row created.

SQL> insert into sample values(7,'suku');

insert into sample values(7,'suku')

\*

ERROR at line 1:

ORA-00001: unique constraint (SCOTT.ABC) violated

SQL> create table sample (id number(7),name varchar2(7),sal number(7) ,constraint abc unique(id,sal));

Table created.

SQL> insert into sample values(7,'suku',7000);

1 row created.

SQL> insert into sample values(7,'suku',7000);

insert into sample values(7,'suku',7000)

\*

ERROR at line 1:

ORA-00001: unique constraint (SCOTT.ABC) violated

**2.PRIMARY KEY**:-

syntax:- columnname datatype [constraint name] primary key;

-> when we define primary key constraint on column,that column does not allow duplicate value and null value.

-> primary key constraint can be defined at column level or table level.

-> The table allows more than one primary key constraints on different columns.

-> we can define primary key constraint on single column or multiple columns. The multiplicolumns all together is called composite key.

NOTE:- 1.WHEN we want to define primary key constraint on single column, it can be defined at column level or table level.

2. when we want to define primary key constraint on multiple column, it should only be defined at table level.

Difference between unique key and primary key:

1. unique key does't allow duplicate value. 1.Primary key does't allow duplicate row.

2. It allows null value. 2.it does't allow null value.

3. It can be defined on single column and multiple column 3.It can be defined on single column and multiple column

**III.REFERENTIAL INTEGRITY CONSTRAINTS**:-

**1.FOREIGN KEY:- Goto DMBS Material.**

5)SQL FUNCTIONS:- The functions which we are going to learn are built-in functions. when we inovke function, the functionality(particular task) is performed. In sql, built-in functions have been usually classified into 2 categories. The categories are

1.Single-row functions.

2.Multi-row functions.

**1.Single-row functions**:- The functions act on each single row and gives one output per each row. The single row function can be nested upto any level. It can be used in select, where and order by clause.

**2. Multiple-row functions**:- The functions acts on group of rows and returns one output per each group. The multiple-row functions can be maximum nested up to 2 levels. They can appear in select, order by, and having clause. These functions ignores null values.

The sql built-in functions have also been divided into 6 types based on their input data.

1.character functions.

2.number functions

3.date functions.

4.conversion functions

5.general functions

6.Time stamp functions.

**5.2.1)CHARACTER FUNCTIONS**:-

1)UPPER(COLUMNNAME/STRING)

2)LOWER(COLUMNNAME/STRING)

3)INITCAP(COLUMNNAME/STRING,SEPARATOR)

It converts starting letter of every word into uppercase. In string, word is identified based on space,(.),(,) and any special character.

SQL> select \* from emp;

EMPNO ENAME JOB MGR HIREDATE SAL COMM DEPTNO

---------- ---------- --------- ---------- --------- ---------- ---------- ----------

7369 SMITH CLERK 7902 17-DEC-80 800 20

7499 ALLEN SALESMAN 7698 20-FEB-81 1600 300 30

7521 WARD SALESMAN 7698 22-FEB-81 1250 500 30

7566 JONES MANAGER 7839 02-APR-81 2975 20

7654 MARTIN SALESMAN 7698 28-SEP-81 1250 1400 30

7698 BLAKE MANAGER 7839 01-MAY-81 2850 30

7782 CLARK MANAGER 7839 09-JUN-81 2450 10

7788 SCOTT ANALYST 7566 19-APR-87 3000 20

7839 KING PRESIDENT 17-NOV-81 5000 10

7844 TURNER SALESMAN 7698 08-SEP-81 1500 0 30

7876 ADAMS CLERK 7788 23-MAY-87 1100 20

7900 JAMES CLERK 7698 03-DEC-81 950 30

7902 FORD ANALYST 7566 03-DEC-81 3000 20

7934 MILLER CLERK 7782 23-JAN-82 1300 10

14 rows selected.

SQL> select initcap('this is sukumar') from dual;

INITCAP('THISIS

---------------

This Is Sukumar

SQL> select initcap('this.is.sukumar') from dual;

INITCAP('THIS.I

---------------

This.Is.Sukumar

SQL> select initcap(ename) from emp;

INITCAP(EN

----------

Smith

Allen

Ward

Jones

Martin

Blake

Clark

Scott

King

Turner

Adams

James

Ford

Miller

14 rows selected.

SQL> select initcap('this.is#sukumar')from dual;

INITCAP('THIS.I

---------------

This.Is#Sukumar

4) Length (column/string);

This function retruns length of string or no.of characters in given string.

5) concat(columnname1/string1,columnname2/string)

This function joins only two strings. It returns joined string.

Diff b/w concat operator and concat function.

1) concat function can joins only two strings.

2) concat operator can join more than 2 strings.

if we want to join more than two n strigsusing concat function then we should use nested concat functions.

Ex:- concat(concat('suku','mar'),'rajaka');

o/p: sukumar rajaka.

EXAMPLE:-

SQL> select concat('sukumar','rajaka') from dual;

CONCAT('SUKUM

-------------

sukumarrajaka

SQL> select concat(concat('suku','mar'),'rajaka')from dual;

CONCAT(CONCAT

-------------

sukumarrajaka

SQL> select concat(ename,'works in some where') from emp;

CONCAT(ENAME,'WORKSINSOMEWHER

-----------------------------

SMITHworks in some where

ALLENworks in some where

WARDworks in some where

JONESworks in some where

MARTINworks in some where

BLAKEworks in some where

CLARKworks in some where

SCOTTworks in some where

KINGworks in some where

TURNERworks in some where

ADAMSworks in some where

JAMESworks in some where

FORDworks in some where

MILLERworks in some where

14 rows selected.

6. PADDING:- padding means adding extra characters at left,right or both sided of string.

6.1)LPAD(columnname/string,n,character);

->Third parameter is optional. It is single character which is to be added to given string. The default character is 'space'.

->Second parameter is integer value. It specify that total length of output.

-> When length of first argument is < second argument, the rest of place in output are filled with 3 rd argument to leftside of 1 st argument in output.

6.2)RPAD(columnname/string,n,character);

EXAMPLES:-

SQL> select lpad('this',7) from dual;

LPAD('T

-------

this

SQL> select lpad('this',8) from dual;

LPAD('TH

--------

this

SQL> select lpad('this',8,'\*') from dual;

LPAD('TH

--------

\*\*\*\*this

SQL> select rpad('this',8) from dual;

RPAD('TH

--------

this

SQL> select rpad('this',8,'\*') from dual;

RPAD('TH

--------

this\*\*\*\*

7. TRIMMING:- Trimming is removing unwanted/unnecessary characters from right most,left most or both sides of given string.

7.1) LTRIM(column name/string,string/chatacter)

7.2) RTRIM(column name/string,string/character)

7.3)TRIM(leading/trailing/both,'character' from columnname/string);

Examples:-

SQL> select 'sukumar' from dual;

'SUKUMA

-------

sukumar

SQL> select ltrim(' sukumar') from dual;

LTRIM('

-------

sukumar

SQL> select ' sukumar' from dual;

'SUKUMAR'

-------------

sukumar

SQL> select ltrim(' sukumar','s') from dual;

LTRIM('SUKUMA

-------------

sukumar

SQL> select ltrim('sukumar','s') from dual;

LTRIM(

------

ukumar

SQL> select ltrim('sukumar','su') from dual;

LTRIM

-----

kumar

SQL> select ltrim('ssssukumar','s') from dual;

LTRIM(

------

ukumar

SQL> select ' sukumar ' from dual;

'SUKUMAR'

------------------

sukumar

SQL> select rtrim(' sukumar ') from dual;

RTRIM('SUKUM

------------

sukumar

SQL> select rtrim(' sukumar') from dual;

RTRIM('SUKUM

------------

sukumar

SQL> select rtrim(' sukumar','r') from dual;

RTRIM('SUKU

-----------

sukuma

SQL> select rtrim(' sukumar','ar') from dual;

RTRIM('SUK

----------

sukum

8. SUBSTR:-

Syntax: substr(col/string,m ,n)

-> This function returns char or string type.

-> It extracts portion of string from m position.

-> If m=0 , it is treated as 1. M is either +,-.

-> n specifies no.of characters,if m is positive.

-> if n is not specified, oracle returns all char from m to end of string.

-> if n is 0 or <0 , null is returned.

-> n is either float or int.

-> if m is negative,then extract m characters from right .

-> if m is negative and n is not zero or negative then we get only n character from right.

Examples:-

SQL> select substr('this is sukumar',5) from dual;

SUBSTR('THI

-----------

is sukumar

SQL> select substr('this is sukumar',8) from dual;

SUBSTR('

--------

sukumar

SQL> select substr('this is sukumar',8,4) from dual;

SUBS

----

suk

SQL> select substr('this is sukumar',8,0) from dual;

S

-

SQL> select substr('this is sukumar',8,-2) from dual;

S

-

SQL> select substr(name,-3) from person;

SUB

---

mar

ena

tha

tha

9.INSTRING:-

syntax:- INSTR(COLUMN/STRING,'C',m,n);

This function returns position of character, if it is found; otherwise it returns 0.

-> m is optional . m is either positive or negative.

if m is positive,seaching starts from leftmost side.

if m is negative,searching starts from rightmost side.

The default value is 1.

-> n should be positive. It represents occurrence of second argument. it should be >0.Default value is 1.

EXAMPLES:-

SQL> select instr('this is sukumar','u',1,3) from dual

2 ;

INSTR('THISISSUKUMAR','U',1,3)

------------------------------

0

SQL> select instr('this is sukumar','u',1,2) from dual;

INSTR('THISISSUKUMAR','U',1,2)

------------------------------

12

SQL> select instr('this is sukumar','u',1,1) from dual;

INSTR('THISISSUKUMAR','U',1,1)

------------------------------

10

SQL> select instr('this is sukumar','u',-2,1) from dual;

INSTR('THISISSUKUMAR','U',-2,1)

-------------------------------

12

SQL> select instr('this is sukumar','u',0,1) from dual;

INSTR('THISISSUKUMAR','U',0,1)

------------------------------

0

SQL> select instr('this is sukumar','u',1,1) from dual;

INSTR('THISISSUKUMAR','U',1,1)

------------------------------

10

10.REVERSE(colnam/string)

it returns string in reverse.

11.REPLACE:-

syntax:- Replace(text,search-string,[replacement-string])

-> It returns string in which all occurrence of search-string have been replaced with replacement -string.

-> Replacement-string is optional. If replacement-string is omitted or null, then search string will be removed from text.

->There is no need to equal no.of characters in search-string and replacement-string.

->This function is string replacement function.It is not character by character replacemnet.

EXAMPLES:-

SQL> select replace('this is sukumar','sukumar') from dual;

REPLACE(

--------

this is

SQL> select replace('this is sukumar','sukumar','veena') from dual;

REPLACE('THIS

-------------

this is veena

SQL> select replace('this is sukumar','suku','veena') from dual;

REPLACE('THISISS

----------------

this is veenamar

12.TRANSALATE:-

syntax:- Translate(co;/string,string1,string2)

-> The no.of characters in string1 must equal to no.of characters in string2.

-> if no.of characters in string1 is < no.of chatacters in string 2 then extra character will be ignored.

-> if no.of characters in string1 is > no.of characters in string 2 ,then string replacement is done and character by character replacement is also done.

EXAMPLES:-

SQL> select translate('this is sukumar','s','v') from dual;

TRANSLATE('THIS

---------------

thiv iv vukumar

SQL> select translate('this is sukumar','su','ve') from dual;

TRANSLATE('THIS

---------------

thiv iv vekemar

SQL> select translate('this is sukumar','su','vex') from dual;

TRANSLATE('THIS

---------------

thiv iv vekemar

SQL> select translate('this is sukumar','su','v') from dual;

TRANSLATE('TH

-------------

thiv iv vkmar

**5.2.2)NUMBER FUNCTIONS**: The numeric functions always manipulate/processes only numeric values and return numeric value as result.

1. abs:-This function returns absolute value. This function doesnot consider sign of input value. it always return positive value.

SQL> select abs(10) from dual;

ABS(10)

----------

10

SQL> select abs(-10) from dual;

ABS(-10)

----------

10

SQL> select abs(10.4) from dual;

ABS(10.4)

----------

10.4

SQL> select abs(-10.4) from dual;

ABS(-10.4)

----------

10.4

2.CEIL:- The CEIL() function returns the nearest greatest integer.

SQL> select ceil(10) from dual;

CEIL(10)

----------

10

SQL> select ceil(10.2) from dual;

CEIL(10.2)

----------

11

SQL> select ceil(10.6) from dual;

CEIL(10.6)

----------

11

SQL> select ceil(-10.2) from dual;

CEIL(-10.2)

-----------

-10

SQL> select ceil(-10.7) from dual;

CEIL(-10.7)

-----------

-10

3.FLOOR:- syntax:-floor(number)

The FLOOR() function returns the nearest lowest integer value SQL> select floor(3.4) from dual;

FLOOR(3.4)

----------

3

SQL> select floor(3.7) from dual;

FLOOR(3.7)

----------

3

SQL> select floor(-3.4) from dual;

FLOOR(-3.4)

-----------

-4

SQL> select floor(-3.7) from dual;

FLOOR(-3.7)

-----------

-4

4.power(base,powervalue).

5.sqrt(v1) .v1 should be positive value.

6.sin

7.con

8.Acos

9.Asin

10.Atan

11.cosH

12.tan

**5.2.3) AGGREGATE FUNCTIONS/GROUP FUNCTIONS/MULTIVALUED FUNCTIONS**:-

1.min(colname/group of values)

2.max(colname/group of values)

3.sum(colname/group of values)

4.avg(colname/group of values)

5.count(colname/group of values)

EXAMPLES:

SQL> select count(empno) ,job from emp;

select count(empno) ,job from emp

\*

ERROR at line 1:

ORA-00937: not a single-group group function

SQL> select count(empno) as Tot-Emp,avg(sal) as average-sal,sum(sal)as toal-sal ,max(sal),min(sal) from emp;

select count(empno) as Tot-Emp,avg(sal) as average-sal,sum(sal)as toal-sal ,max(sal),min(sal) from emp

\*

ERROR at line 1:

ORA-00923: FROM keyword not found where expected

SQL> select count(empno) as TotEmp,avg(sal) as averagesal,sum(sal)as toal-sal ,max(sal),min(sal) from emp;

select count(empno) as TotEmp,avg(sal) as averagesal,sum(sal)as toal-sal ,max(sal),min(sal) from emp

\*

ERROR at line 1:

ORA-00923: FROM keyword not found where expected

SQL> select count(empno) as TotEmp,avg(sal) as averagesal,sum(sal)as toalsal ,max(sal),min(sal) from emp;

TOTEMP AVERAGESAL TOALSAL MAX(SAL) MIN(SAL)

---------- ---------- ---------- ---------- ----------

14 2073.21429 29025 5000 800

**5.2.4).OTHER FUNCTIONS**:- The functions are

1. Truncate:-

syntax: Trun(m,n)

->n is optional.

-> n is 0,positive or negative number.Default value is 0.

If n is 0 then decimal part is completely discarded and only integer part will be returned.

if n is -value,then this function avoids decimal part and truncates unitplace,tensplace,....in integer part based on n value.

if n is +value,then this function keeps n digits in decimal part and discards remaining digits.

EXAMPLE:-

SQL> select trunc(10) from dual;

TRUNC(10)

----------

10

SQL> select trunc(10.3) from dual;

TRUNC(10.3)

-----------

10

SQL> select trunc(10.333,1)from dual;

TRUNC(10.333,1)

---------------

10.3

SQL> select trunc(123.333,-1)from dual;

TRUNC(123.333,-1)

-----------------

120

SQL> select trunc(123.333,-2)from dual;

TRUNC(123.333,-2)

-----------------

100

SQL> select trunc(123.333,-3)from dual;

TRUNC(123.333,-3)

-----------------

0

Note:- The truncate function can also be used to truncate the date & interval.

syntax:- Trunc(date,[YY|MM|DD|HR|MI|SS])

note :- The first argument should be date data type. if you need ,use to\_date function to convert the string into data type.

-> when date is truncated based on year, we get starting date of year.

SQL> select to\_char(trunc('11-nov-dec','yy')) from dual;

select to\_char(trunc('11-nov-dec','yy')) from dual

\*

ERROR at line 1:

ORA-01722: invalid number

SQL> select trunc(to\_date('11-nov-2020'),'yy') from dual;

TRUNC(TO\_

---------

01-JAN-20

-> when date is truncated based on year, we get starting date of month.

SQL> select trunc(to\_date('11-nov-2020'),'mm') from dual;

TRUNC(TO\_

---------

01-NOV-20

-> when date is truncated baed on day, we get starting time of day.

->when date is truncated based on hour, in time, minutes & seconds becomes zeros.

SQL> select trunc(sysdate,'hh') from dual;

TRUNC(SYSDATE,'HH

-----------------

25-02-20 06:00:00

-> when date is truncated based on minutes,In time, only seconds becomes zero.

SQL> select trunc(sysdate,'mi') from dual;

TRUNC(SYSDATE,'MI

-----------------

25-02-20 06:15:00

-> we can't truncate seconds.

2. ROUND:-

syntax:- Round(m,n)

This function rounds integer part or decimal part of m based on n.

->n is optional.

-> n is 0,positive or negative number.Default value is 0.

If n is 0 then m is rounded to nearest integer and it will be returned.

if n is -value,then this function avoids decimal part and round unitplace,tensplace,....in integer part based on n value.

if n is +value,then this function keeps n digits in decimal part and round decimal part only if necessary.

EXAMPLES:-

SQL> select round(10.1) from dual;

ROUND(10.1)

-----------

10

SQL> select round(10.7) from dual;

ROUND(10.7)

-----------

11

SQL> select round(10.777,2) from dual;

ROUND(10.777,2)

---------------

10.78

SQL> select round(10.773,2) from dual;

ROUND(10.773,2)

---------------

10.77

SQL> select round(127.773,-1) from dual;

ROUND(127.773,-1)

-----------------

130

SQL> select round(127.773,-2) from dual;

ROUND(127.773,-2)

-----------------

100

Note:- Round function can also be used to round the date and interval.

syntax:- round(date,[yy|mm|dd|HH|MI|SS]);

The first argument should be date datatype.

-> when date is rounded based on year, the month is checked .If month is less than or equal to 6. we get startng date of current year.other wise we get starting date of next year.

SQL> select round(to\_date('11-nov-1991'),'yy') from dual;

ROUND(TO\_DATE('11

-----------------

01-01-92 12:00:00

SQL> select round(to\_date('11-apr-1991'),'yy') from dual;

ROUND(TO\_DATE('11

-----------------

01-01-91 12:00:00

-> when date is rounded based on month,the day is checked.If day is less than or equal to 15 . we get satring date of month.otherwise we get starting date of next month.

SQL> select round(to\_date('11-apr-1991'),'mm') from dual;

ROUND(TO\_DATE('11

-----------------

01-04-91 12:00:00

SQL> select round(to\_date('16-apr-1991'),'mm') from dual;

ROUND(TO\_DATE('16

-----------------

01-05-91 12:00:00

-> when date is rounded based on day,the Hours is checked.If hour is less than or equal to 6|12 . we get date of that day.otherwise we get starting date of next day.

3.TO\_DATE:-

1

TO\_DATE (string, format, nls\_language)

Arguments

The TO\_DATE() function accepts three arguments:

1) string

is a string value which is converted to a DATE value. It can be a value of any data type CHAR, VARCHAR2, NCHAR, or NVARCHAR2.

2) format

is the date and time format for the string.

The format argument is optional. If you omit the format, the string must be in the standard date format which is DD-MON-YY e.g., 31-DEC-2000

Noted that if format is J, which is for Julian, then the string must be an integer.

For the detailed information on how to construct the format, check it out the Oracle date format.

3) nls\_language

is an expression that specifies the language for day and month names in the string. This nls\_language argument has the following form:

1

NLS\_DATE\_LANGUAGE = language

This ls\_language argument is optional. If you omit it, the TO\_DATE() function will use the default language for your session.

Return value

The TO\_DATE() function returns a DATE value which is corresponding to the input string.

SQL> select to\_date('06111981','dd-mm-yy') from dual;

TO\_DATE('

---------

06-NOV-81

SQL> select to\_date('06 11 1981','dd mm yy') from dual;

TO\_DATE('

---------

06-NOV-81

SQL> select to\_date('06 11 1981','dd-mm-yy') from dual;

TO\_DATE('

---------

06-NOV-81

SQL> select to\_date('06 nov 1981','dd-mm-yy') from dual;

TO\_DATE('

---------

06-NOV-81

4.TO\_CHAR:- This function converts a DATE or INTERVAL value to a string in a specified date format. It returns date whose type is string.

syntax:- to\_char(date/num,[D|DD|DDD|yy|YYYY|HH|MI|SS]or[DAY|DY|MONTH|MON|YEAR])

Returns Number As output:

-------------------------------

D-day of week.

DD-day of month.

DDD-day of year.

YY,YYYY,HH,MI,SS.

Returns Character As output:

----------------------------------

DAY

DY

MONTH

MON

YEAR.

Examples:-

SQL> select to\_char(sysdate,'D') from dual;

T

-

6

SQL> select to\_char(sysdate,'DD') from dual;

TO

--

22

SQL> select to\_char(sysdate,'DDD') from dual;

TO\_

---

112

SQL> select to\_char(sysdate,'DAY') from dual;

TO\_CHAR(S

---------

FRIDAY

SQL> select to\_char(sysdate,'DY')from dual;

TO\_

---

FRI

SQL> select to\_char(sysdate,'YY')from dual;

TO

--

22

SQL> select to\_char(sysdate,'YYYY')from dual;

TO\_C

----

2022

SQL> select to\_char(sysdate,'MON')from dual;

TO\_

---

APR

SQL> select to\_char(sysdate,'MONTH')from dual;

TO\_CHAR(S

---------

APRIL

5.2.5) DATE FUNCTIONS:- The date functions always takes date type value as input. The date functions returns values. The value type is

DATE,integer or character.

1. sysdate:- It returns date base on dbserver zone.

2. current\_date:- it returns date based on client system zone.

note:- The db server is in us and client system is in india. The sysdate give the usdate and current\_date gives indiadate.If both are in same zone,sysdate and current\_date give same date.

Example:-

SQL> select sysdate from dual;

SYSDATE

---------

25-FEB-20

SQL> select current\_date from dual;

CURRENT\_D

---------

25-FEB-20

3.ADD months:-

syntax:- add\_months(date,+/-num);

This functions adds or subtract no.of months to given date.

Example:-

SQL> select add\_months(sysdate,2) from dual;

ADD\_MONTH

---------

25-APR-20

SQL> select add\_months(sysdate,-1) from dual;

ADD\_MONTH

---------

25-JAN-20

4.Months\_between:-

syntax:- months\_between(date1,date2)

-> if both months are same,then it returns zero.

-> This function subtracts date2 from date2 and gives result. The result is interms of months. The result is 0,positive or negative.

Examples:-

SQL> select months\_between(sysdate,sysdate) from dual;

MONTHS\_BETWEEN(SYSDATE,SYSDATE)

-------------------------------

0

SQL> select months\_between(sysdate,'25-nov-2020') from dual;

MONTHS\_BETWEEN(SYSDATE,'25-NOV-2020')

-------------------------------------

-9

SQL> select months\_between(sysdate,'25-jan-2020') from dual;

MONTHS\_BETWEEN(SYSDATE,'25-JAN-2020')

-------------------------------------

1

5.LAST\_DAY:- This function returns last date of give month based on date.

syntax:-last\_day(date)

SQL> select last\_day(sysdate) from dual;

LAST\_DAY(

---------

29-FEB-20

SQL> select last\_day('01-jan-2020') from dual;

LAST\_DAY(

---------

31-JAN-20

6.NEXT\_DAY:-

Syntax:- next\_day(date,'weekday');

it returns date. The next weekday will be on that returned date.

Example:-

SQL> select next\_day('01-jan-2020','mon') from dual;

NEXT\_DAY(

---------

06-JAN-20

SQL> select next\_day('01-jan-2020','wed') from dual;

NEXT\_DAY(

---------

08-JAN-20

**6)JOINS**: Goto DBMS Material.

**7.SUB QUERIES**:- Go to DBMS material.

**8. Analytical Functions**:- \* The Analytical functions were introduced since oracle8i.

\* Analytical functions are also called OLAP functions.

\* Oracle analytic functions calculate an aggregate value based on a group of rows and return multiple rows for each group.

Diff between analytical functions and aggregate functions.

![](data:image/png;base64,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)

Syntax:-

There are some variations in the syntax of the individual analytic functions, but the basic syntax for an analytic function is as follows.

analytic\_function name([ arguments ]) OVER (analytic\_clause)

The analytic\_clause breaks down into the following optional elements.

[ query\_partition\_clause ] [ order\_by\_clause [ windowing\_clause ] ]

1.)Query Partition: clause:- The query\_partition\_clause divides the result set into partitions, or groups, of data. The operation of the analytic function is restricted to the boundary imposed by these partitions, similar to the way a GROUP BY clause affects the action of an aggregate function.

If the query\_partition\_clause is omitted, the whole result set is treated as a single partition.

Example:-

SQL> select empno,deptno,sal,avg(sal) over () as suku from emp;

EMPNO DEPTNO SAL SUKU

---------- ---------- ---------- ----------

7369 20 800 2132.69231

7499 30 1600 2132.69231

7521 30 1250 2132.69231

7566 20 2975 2132.69231

7654 30 1250 2132.69231

7698 30 2850 2132.69231

7782 10 2450 2132.69231

7788 20 3000 2132.69231

7839 10 5000 2132.69231

7844 30 1500 2132.69231

7876 20 1100 2132.69231

EMPNO DEPTNO SAL SUKU

---------- ---------- ---------- ----------

7900 30 950 2132.69231

7902 20 3000 2132.69231

13 rows selected.

SQL> select empno,deptno,sal,avg(sal) over (partition by deptno) as suku from emp;

EMPNO DEPTNO SAL SUKU

---------- ---------- ---------- ----------

7782 10 2450 3725

7839 10 5000 3725

7788 20 3000 2175

7876 20 1100 2175

7369 20 800 2175

7902 20 3000 2175

7566 20 2975 2175

7499 30 1600 1566.66667

7844 30 1500 1566.66667

7698 30 2850 1566.66667

7654 30 1250 1566.66667

EMPNO DEPTNO SAL SUKU

---------- ---------- ---------- ----------

7900 30 950 1566.66667

7521 30 1250 1566.66667

13 rows selected.

2.)Order by clause:-The order\_by\_clause is used to order rows, or siblings, within a partition.

SQL> select empno,deptno,sal,avg(sal) over (partition by deptno) as suku from emp;

EMPNO DEPTNO SAL SUKU

---------- ---------- ---------- ----------

7782 10 2450 3725

7839 10 5000 3725

7788 20 3000 2175

7876 20 1100 2175

7369 20 800 2175

7902 20 3000 2175

7566 20 2975 2175

7499 30 1600 1566.66667

7844 30 1500 1566.66667

7698 30 2850 1566.66667

7654 30 1250 1566.66667

EMPNO DEPTNO SAL SUKU

---------- ---------- ---------- ----------

7900 30 950 1566.66667

7521 30 1250 1566.66667

13 rows selected.

SQL> select empno,deptno,sal,avg(sal) over (partition by deptno order by sal desc) as suku from emp;

EMPNO DEPTNO SAL SUKU

---------- ---------- ---------- ----------

7839 10 5000 5000

7782 10 2450 3725

7788 20 3000 3000

7902 20 3000 3000

7566 20 2975 2991.66667

7876 20 1100 2518.75

7369 20 800 2175

7698 30 2850 2850

7499 30 1600 2225

7844 30 1500 1983.33333

7521 30 1250 1690

EMPNO DEPTNO SAL SUKU

---------- ---------- ---------- ----------

7654 30 1250 1690

7900 30 950 1566.66667

13 rows selected.

3) Windowing\_clause:- The windowing\_clause is an extension of the order\_by\_clause and as such, it can only be used if an order\_by\_clause is present.

The windowing\_clause has two basic forms.

RANGE BETWEEN start\_point AND end\_point.

ROWS BETWEEN start\_point AND end\_point.

Possible values for "start\_point" and "end\_point" are:

UNBOUNDED PRECEDING : The window starts at the first row of the partition, or the whole result set if no partitioning clause is used. Only available for start points.

UNBOUNDED FOLLOWING : The window ends at the last row of the partition, or the whole result set if no partitioning clause is used. Only available for end points.

CURRENT ROW : The window starts or ends at the current row. Can be used as start or end point.

Note:-The default windowing\_clause is RANGE BETWEEN UNBOUNDED PRECEDING AND CURRENT ROW, not ROWS BETWEEN UNBOUNDED PRECEDING AND CURRENT ROW.

The Analytical functions are

.Rank

.percent\_rank

.row\_number

.First

.First\_value

.last

.last\_value

.lag

.lead

.dense\_rank

.Ntile

.Median

.stddev

.feature\_details

.cluster\_id

.Avg(\*)

.sum(\*)

.Min

.Max

.Count(\*)

**1.Rank**:- This function calculates rank of rows with in group.

syntax:1 rank()over(order by clause);

syntax:2 rank()over([partion clause,]order by clause[,window clause])

Example:-

SQL> select empno,ename,sal,rank()over(order by sal asc) from emp;

EMPNO ENAME SAL RANK()OVER(ORDERBYSALASC)

---------- ---------- ---------- -------------------------

7369 SMITH 800 1

7900 JAMES 950 2

7876 ADAMS 1100 3

7521 WARD 1250 4

7654 MARTIN 1250 4

7844 TURNER 1500 6

7499 ALLEN 1600 7

7782 CLARK 2450 8

7698 BLAKE 2850 9

7566 JONES 2975 10

7902 FORD 3000 11

7788 SCOTT 3000 11

7839 KING 5000 13

13 rows selected.

SQL> select empno,ename,deptno,sal,rank()over(partition by deptno order by sal asc) from emp;

EMPNO ENAME DEPTNO SAL RANK()OVER(PARTITIONBYDEPTNOORDERBYSALASC)

---------- ---------- ---------- ---------- ------------------------------------------

7782 CLARK 10 2450 1

7839 KING 10 5000 2

7369 SMITH 20 800 1

7876 ADAMS 20 1100 2

7566 JONES 20 2975 3

7902 FORD 20 3000 4

7788 SCOTT 20 3000 4

7900 JAMES 30 950 1

7521 WARD 30 1250 2

7654 MARTIN 30 1250 2

7844 TURNER 30 1500 4

7499 ALLEN 30 1600 5

7698 BLAKE 30 2850 6

**2) Dense\_rank():-** It is similar to rank() function.

diff b/w dense\_rank() and rank()

values dense\_rank rank

5000 1 1

4000 2 2

3000 3 3

3000 3 3

3000 3 3

2000 6 4

if two values are same,then gap in rank sequence.To avoid such problem we use dense\_rank.

**3) row\_number():-**The ROW\_NUMBER() is an analytic function that assigns a sequential unique integer to each row to which it is applied, either each row in the partition or each row in the result set.

syntax:- row\_number()over([partition clause ]order by clause);

examples:-

SQL> select empno,ename,deptno,sal,row\_number()over(order by sal asc) from emp;

EMPNO ENAME DEPTNO SAL ROW\_NUMBER()OVER(ORDERBYSALASC)

---------- ---------- ---------- ---------- -------------------------------

7369 SMITH 20 800 1

7900 JAMES 30 950 2

7876 ADAMS 20 1100 3

7521 WARD 30 1250 4

7654 MARTIN 30 1250 5

7844 TURNER 30 1500 6

7499 ALLEN 30 1600 7

7782 CLARK 10 2450 8

7698 BLAKE 30 2850 9

7566 JONES 20 2975 10

7902 FORD 20 3000 11

7788 SCOTT 20 3000 12

7839 KING 10 5000 13

13 rows selected.

SQL> select empno,ename,deptno,sal,row\_number()over(partition by deptno order by sal asc) from emp;

EMPNO ENAME DEPTNO SAL ROW\_NUMBER()OVER(PARTITIONBYDEPTNOORDERBYSALASC)

---------- ---------- ---------- ---------- ------------------------------------------------

7782 CLARK 10 2450 1

7839 KING 10 5000 2

7369 SMITH 20 800 1

7876 ADAMS 20 1100 2

7566 JONES 20 2975 3

7902 FORD 20 3000 4

7788 SCOTT 20 3000 5

7900 JAMES 30 950 1

7521 WARD 30 1250 2

7654 MARTIN 30 1250 3

7844 TURNER 30 1500 4

7499 ALLEN 30 1600 5

7698 BLAKE 30 2850 6

13 rows selected.

**4)Percent\_rank**:- It returns the position or rank of records in group of records.

The first row always get rank 0.

The percent\_rank is calculated as: (position of row-1/total rows-1)

Example:-

SQL> select empno,ename,deptno,sal,percent\_rank()over(order by sal) from emp;

EMPNO ENAME DEPTNO SAL PERCENT\_RANK()OVER(ORDERBYSAL)

---------- ---------- ---------- ---------- ------------------------------

7369 SMITH 20 800 0

7900 JAMES 30 950 .083333333

7876 ADAMS 20 1100 .166666667

7521 WARD 30 1250 .25

7654 MARTIN 30 1250 .25

7844 TURNER 30 1500 .416666667

7499 ALLEN 30 1600 .5

7782 CLARK 10 2450 .583333333

7698 BLAKE 30 2850 .666666667

7566 JONES 20 2975 .75

7902 FORD 20 3000 .833333333

7788 SCOTT 20 3000 .833333333

7839 KING 10 5000 1

13 rows selected.

SQL> select empno,ename,deptno,sal,percent\_rank()over(partition by deptno order by sal) from emp;

EMPNO ENAME DEPTNO SAL PERCENT\_RANK()OVER(PARTITIONBYDEPTNOORDERBYSAL)

---------- ---------- ---------- ---------- -----------------------------------------------

7782 CLARK 10 2450 0

7839 KING 10 5000 1

7369 SMITH 20 800 0

7876 ADAMS 20 1100 .25

7566 JONES 20 2975 .5

7902 FORD 20 3000 .75

7788 SCOTT 20 3000 .75

7900 JAMES 30 950 0

7521 WARD 30 1250 .2

7654 MARTIN 30 1250 .2

7844 TURNER 30 1500 .6

7499 ALLEN 30 1600 .8

7698 BLAKE 30 2850 1

13 rows selected.

**5.first\_value():**-The Oracle PL/SQL FIRST\_VALUE function is an analytic function which selects the first record from the partitioned and ordered set of rows.

You can specify the IGNORE NULLS parameter to ignore the NULL values of the operand column and force consideration of NOT NULL values.

syntax:- first\_value(colname)over([partition clause order by claue]);

SQL> select empno,ename,deptno,sal,first\_value(sal)over() from emp;

EMPNO ENAME DEPTNO SAL FIRST\_VALUE(SAL)OVER()

---------- ---------- ---------- ---------- ----------------------

7369 SMITH 20 800 800

7499 ALLEN 30 1600 800

7521 WARD 30 1250 800

7566 JONES 20 2975 800

7654 MARTIN 30 1250 800

7698 BLAKE 30 2850 800

7782 CLARK 10 2450 800

7788 SCOTT 20 3000 800

7839 KING 10 5000 800

7844 TURNER 30 1500 800

7876 ADAMS 20 1100 800

7900 JAMES 30 950 800

7902 FORD 20 3000 800

13 rows selected.

SQL> select empno,ename,deptno,sal,first\_value(sal)over(order by sal desc) from emp;

EMPNO ENAME DEPTNO SAL FIRST\_VALUE(SAL)OVER(ORDERBYSALDESC)

---------- ---------- ---------- ---------- ------------------------------------

7839 KING 10 5000 5000

7788 SCOTT 20 3000 5000

7902 FORD 20 3000 5000

7566 JONES 20 2975 5000

7698 BLAKE 30 2850 5000

7782 CLARK 10 2450 5000

7499 ALLEN 30 1600 5000

7844 TURNER 30 1500 5000

7521 WARD 30 1250 5000

7654 MARTIN 30 1250 5000

7876 ADAMS 20 1100 5000

7900 JAMES 30 950 5000

7369 SMITH 20 800 5000

13 rows selected.

SQL> select empno,ename,deptno,sal,first\_value(sal)over(partition by deptno order by sal desc) from emp;

EMPNO ENAME DEPTNO SAL FIRST\_VALUE(SAL)OVER(PARTITIONBYDEPTNOORDERBYSALDESC)

---------- ---------- ---------- ---------- -----------------------------------------------------

7839 KING 10 5000 5000

7782 CLARK 10 2450 5000

7788 SCOTT 20 3000 3000

7902 FORD 20 3000 3000

7566 JONES 20 2975 3000

7876 ADAMS 20 1100 3000

7369 SMITH 20 800 3000

7698 BLAKE 30 2850 2850

7499 ALLEN 30 1600 2850

7844 TURNER 30 1500 2850

7521 WARD 30 1250 2850

7654 MARTIN 30 1250 2850

7900 JAMES 30 950 2850

13 rows selected.

SQL> select empno,ename,deptno,sal,first\_value(mgr)ignore nulls over(partition by deptno order by sal desc) from emp;

EMPNO ENAME DEPTNO SAL FIRST\_VALUE(MGR)IGNORENULLSOVER(PARTITIONBYDEPTNOORDERBYSALDESC)

---------- ---------- ---------- ---------- ----------------------------------------------------------------

7839 KING 10 5000

7782 CLARK 10 2450 7839

7788 SCOTT 20 3000 7566

7902 FORD 20 3000 7566

7566 JONES 20 2975 7566

7876 ADAMS 20 1100 7566

7369 SMITH 20 800 7566

7698 BLAKE 30 2850 7839

7499 ALLEN 30 1600 7839

7844 TURNER 30 1500 7839

7521 WARD 30 1250 7839

7654 MARTIN 30 1250 7839

7900 JAMES 30 950 7839

13 rows selected.

9)VIEW:- Goto DBMS Material and durgasoft material.

10.Synonym:- THE SYNONYM is database object. The synonym is alias or another name of object. The object may be table,view sequence,function or any other db object.

\* The synonym can obly be created for entire object.(i.e) we can create synony for entire table. but we can't create synonym for specific rows or set of colunmns with in table.

\* The synonym does not store any data. The synonym can be either public synonym or private synonym.

\* The user synonyms information is stored in USER\_SYNONYMS view.

SQL> desc user\_synonyms;

Name Null? Type

----------------------------------------------------- -------- ------------------------------------

SYNONYM\_NAME NOT NULL VARCHAR2(30)

TABLE\_OWNER VARCHAR2(30)

TABLE\_NAME NOT NULL VARCHAR2(30)

DB\_LINK

**10.1)PRIVATE SYNONYM**:-

syntax:- create or replace synonym synonymname for object;

Example:-

SQL> create or replace synonym abc1 for emp;

Synonym created.

SQL> select \* from user\_synonyms;

SYNONYM\_NAME TABLE\_OWNER TABLE\_NAME

------------------------------ ------------------------------ ------------------------------

DB\_LINK

----------------------------------------------------------------------------------------------------

ABC2 SCOTT EMP

SQL> select \* from abc1;

EMPNO ENAME JOB MGR HIREDATE SAL COMM DEPTNO

---------- ---------- --------- ---------- --------- ---------- ---------- ----------

7369 SMITH CLERK 7902 17-DEC-80 800 20

7499 ALLEN SALESMAN 7698 20-FEB-81 1600 300 30

7521 WARD SALESMAN 7698 22-FEB-81 1250 500 30

7566 JONES MANAGER 7839 02-APR-81 2975 20

7654 MARTIN SALESMAN 7698 28-SEP-81 1250 1400 30

7698 BLAKE MANAGER 7839 01-MAY-81 2850 30

7782 CLARK MANAGER 7839 09-JUN-81 2450 10

7788 SCOTT ANALYST 7566 19-APR-87 3000 20

7839 KING PRESIDENT 17-NOV-81 5000 10

7844 TURNER SALESMAN 7698 08-SEP-81 1500 0 30

7876 ADAMS CLERK 7788 23-MAY-87 1100 20

EMPNO ENAME JOB MGR HIREDATE SAL COMM DEPTNO

---------- ---------- --------- ---------- --------- ---------- ---------- ----------

7900 JAMES CLERK 7698 03-DEC-81 950 30

7902 FORD ANALYST 7566 03-DEC-81 3000 20

7934 MILLER CLERK 7782 23-JAN-82 1300 10

14 rows selected.

SQL> update abc1 set sal=1500 where empno=7934;

1 row updated.

SQL> select \* from abc1;

EMPNO ENAME JOB MGR HIREDATE SAL COMM DEPTNO

---------- ---------- --------- ---------- --------- ---------- ---------- ----------

7369 SMITH CLERK 7902 17-DEC-80 800 20

7499 ALLEN SALESMAN 7698 20-FEB-81 1600 300 30

7521 WARD SALESMAN 7698 22-FEB-81 1250 500 30

7566 JONES MANAGER 7839 02-APR-81 2975 20

7654 MARTIN SALESMAN 7698 28-SEP-81 1250 1400 30

7698 BLAKE MANAGER 7839 01-MAY-81 2850 30

7782 CLARK MANAGER 7839 09-JUN-81 2450 10

7788 SCOTT ANALYST 7566 19-APR-87 3000 20

7839 KING PRESIDENT 17-NOV-81 5000 10

7844 TURNER SALESMAN 7698 08-SEP-81 1500 0 30

7876 ADAMS CLERK 7788 23-MAY-87 1100 20

EMPNO ENAME JOB MGR HIREDATE SAL COMM DEPTNO

---------- ---------- --------- ---------- --------- ---------- ---------- ----------

7900 JAMES CLERK 7698 03-DEC-81 950 30

7902 FORD ANALYST 7566 03-DEC-81 3000 20

7934 MILLER CLERK 7782 23-JAN-82 1500 10

14 rows selected.

SQL> delete from abc1 where empno=7934;

1 row deleted.

SQL> select \* from abc1;

EMPNO ENAME JOB MGR HIREDATE SAL COMM DEPTNO

---------- ---------- --------- ---------- --------- ---------- ---------- ----------

7369 SMITH CLERK 7902 17-DEC-80 800 20

7499 ALLEN SALESMAN 7698 20-FEB-81 1600 300 30

7521 WARD SALESMAN 7698 22-FEB-81 1250 500 30

7566 JONES MANAGER 7839 02-APR-81 2975 20

7654 MARTIN SALESMAN 7698 28-SEP-81 1250 1400 30

7698 BLAKE MANAGER 7839 01-MAY-81 2850 30

7782 CLARK MANAGER 7839 09-JUN-81 2450 10

7788 SCOTT ANALYST 7566 19-APR-87 3000 20

7839 KING PRESIDENT 17-NOV-81 5000 10

7844 TURNER SALESMAN 7698 08-SEP-81 1500 0 30

7876 ADAMS CLERK 7788 23-MAY-87 1100 20

EMPNO ENAME JOB MGR HIREDATE SAL COMM DEPTNO

---------- ---------- --------- ---------- --------- ---------- ---------- ----------

7900 JAMES CLERK 7698 03-DEC-81 950 30

7902 FORD ANALYST 7566 03-DEC-81 3000 20

13 rows selected.

SQL> rename abc1 to abc2;

Table renamed.

SQL>drop synonym abc1;

Table dropeed

NOTE:- 1.we can't add and drop column to base object through synonym.

2. The private synonym can only be access with in current schema.

**10.2)PUBLIC SYNONYM**:- PUBLIC synonym is available in all schemas of sameDB. To create public synonym, the user must be DBA,the user should has DBA priviliges or user shold has privileges of create public synonym.

syntax:- create or replace public synonym name for objectanme;

SQL> create public synonym abc4 for emp;

Synonym created.

**11)SEQUENCE**:- The sequence is used to generat unique sequential values. Sequence has two pseudocoloumn. The columns are

1) CURRVAL

2)NEXTVAL

**1.currval**:- The currval has value which is most recently generated by sequence. we created sequence, but sequence did not generate any value. when if we try to get currval, then we get error message.

**2.nextval**:- It gives the next available value in sequence to generate.

Sytax:- creat sequence sequence\_name[incremented by value1 min\_value value2 max\_value value3 cache value4| no cache cycle|nocycle order|noorder];

->Incremented by:- The default value is 1.It can be positive number(or) negative number. It should not be zero.

If increment by value is positive, then the sequence is called incremental sequence and dbms adds this value to min\_value.

if increment by value is negative,the sequence is called decrement sequenceand dbms add tis value to max\_value.

-> start\_with: Default value is MIN\_Value. This value can be altered. sequence should starts from this number for first cycle.Rest of cycle starts from min\_value.

-> Min\_value:- Default value is 1.

if sequence is incremental sequence, then min\_value indicates starting number of sequence.

if sequence is decremental sequence, the min\_value indicates ending number of sequence.

-> MAX\_VALUE:- default value is bignumber(99999..9).

if sequence is incremental sequence,then max\_value becomes ending number of sequence.

if sequence is decremental sequence,then max\_value becomes starting number of sequence.

->CACHE:- Deault value is 20. Instead of generating single value, sequence generates specified no.of values. These values are stored in buffer.

Cache value should be greather than 0.

-> cycle:- Default value is nocycle.

case1- when sequence reaches the max\_value, it examines cycle properties value. If cycle property value isno cycle,it stops generating next value&display message to user;other wise it starts next sequence from MIN\_value.

case2- when sequence reaches min\_value,it examines cycle properties value.If cycle property value is nocycle, it stops generating next value & display message to user; othe wise it begins next sequence(cycle) from max \_value.

->ORDER:- default value is NO-ORDER.guarantees the sequence numbers to be generated in the order of request.

->No-order:- Does not guarantee the sequence number with order.

-> LAST\_NUMBER:- default value is 1.when sequence generate value for first tiem, it becomes cache value + 1.

NOTE:- 1.user created sequences .The sequences information is stored in USER\_SEQUENCES table.

2.Once sequence is created with start with clause, we can't modify startwith clause value using alter statement.

EXAMPLE:-

SQL> desc user\_sequences;

Name Null? Type

----------------------------------------- -------- ----------------------------

SEQUENCE\_NAME NOT NULL VARCHAR2(30)

MIN\_VALUE NUMBER

MAX\_VALUE NUMBER

INCREMENT\_BY NOT NULL NUMBER

CYCLE\_FLAG VARCHAR2(1)

ORDER\_FLAG VARCHAR2(1)

CACHE\_SIZE NOT NULL NUMBER

LAST\_NUMBER NOT NULL NUMBER

SQL> select \* from user\_sequences;

no rows selected

SQL> create sequence abc1;

Sequence created.

SQL> set linesize 100

SQL> select \* from user\_sequences;

SEQUENCE\_NAME MIN\_VALUE MAX\_VALUE INCREMENT\_BY C O CACHE\_SIZE LAST\_NUMBER

------------------------------ ---------- ---------- ------------ - - ---------- -----------

ABC1 1 1.0000E+28 1 N N 20 1

SQL> select abc1.currval from dual;

select abc1.currval from dual

\*

ERROR at line 1:

ORA-08002: sequence ABC1.CURRVAL is not yet defined in this session

SQL> select abc1.nextval from dual;

NEXTVAL

----------

1

SQL> select abc1.nextval from dual;

NEXTVAL

----------

2

SQL> desc abc1

SP2-0381: DESCRIBE sequence is not available

SQL> select abc1.currval from dual;

CURRVAL

----------

2

SQL> create sequence abc2 increment by 2 minvalue 7 maxvalue 14 cycle cache 4;

Sequence created.

SQL> select abc2.nextval from dual;

NEXTVAL

----------

7

SQL>

SQL> select abc2.nextval from dual;

NEXTVAL

----------

9

SQL> select abc2.nextval from dual;

NEXTVAL

----------

11

SQL> select abc2.nextval from dual;

NEXTVAL

----------

13

SQL> select abc2.nextval from dual;

NEXTVAL

----------

7

SQL> create sequence abc3 increment by -2 minvalue -10 maxvalue -1 ;

Sequence created.

SQL> select abc3.nextval from dual;

NEXTVAL

----------

-1

SQL> select abc3.nextval from dual;

NEXTVAL

----------

-3

SQL> select abc3.nextval from dual;

NEXTVAL

----------

-5

SQL> select abc3.nextval from dual;

NEXTVAL

----------

-7

SQL> select abc3.nextval from dual;

NEXTVAL

----------

-9

SQL> select abc3.nextval from dual;

select abc3.nextval from dual

\*

ERROR at line 1:

ORA-08004: sequence ABC3.NEXTVAL goes below MINVALUE and cannot be instantiated

-------------------DDL on SEQUENCE--------------------------------

SQL> drop sequence abc1;

Sequence dropped.

ALTER:-

syntax:-

alter sequences sequencename

[increment by n

maxvalue n|no maxvalue

minvalue n|no minvalue

cycle | nocycle

cache n | nocache]

SQL> select \* from user\_sequences;

SEQUENCE\_NAME MIN\_VALUE MAX\_VALUE INCREMENT\_BY C O CACHE\_SIZE LAST\_NUMBER

------------------------------ ---------- ---------- ------------ - - ---------- -----------

ABC2 7 14 2 Y N 4 15

ABC3 -10 -1 -2 N N 20 -11

SQL> run

1 alter sequence abc2

2 maxvalue 16

3\* cache 3

Sequence altered.

SQL> select \* from user\_sequences;

SEQUENCE\_NAME MIN\_VALUE MAX\_VALUE INCREMENT\_BY C O CACHE\_SIZE LAST\_NUMBER

------------------------------ ---------- ---------- ------------ - - ---------- -----------

ABC2 7 16 2 Y N 3 9

ABC3 -10 -1 -2 N N 20 -11

SQL> rename abc2 to abc4;

Table renamed.

SQL> select \* from user\_sequences;

SEQUENCE\_NAME MIN\_VALUE MAX\_VALUE INCREMENT\_BY C O CACHE\_SIZE LAST\_NUMBER

------------------------------ ---------- ---------- ------------ - - ---------- -----------

ABC3 -10 -1 -2 N N 20 -11

ABC4

**12)TABLES:-** There are 4 types of tables**.**

12.1**) Normal Table.**

**12.2) GTT:-**

-> Temporary table is also like ordernary table.The temporary table definition is shared by multiples users and multiple sessions of same user.

The rows are private to multiple users and multiple sessions of same user.

-> The data which is in temporary tables is automatically deleted at end of session or end of transaction.

-> Temporary tables has all features like ordinary table. But we can't estable foreign key relation between two temporary tables.

syntax:- CREATE GLOBAL TEMPORARY TABLE table\_name

( column\_name column\_data\_type

...

...

) ON COMMIT {DELETE | PRESERVE } ROWS ;

--------------------------------------------------------------SESSION-1--------------------------------------------------------- ;

SQL> CREATE GLOBAL TEMPORARY TABLE

2 SUKUMAR(ID NUMBER(7));

Table created.

SQL> INSERT INTO SUKUMAR VALUES(1);

1 row created.

SQL> INSERT INTO SUKUMAR VALUES(2);

1 row created.

SQL> SELECT \* FROM SUKUMAR;

ID

----------

1

2

SQL> SPOOL OFF

--------------------------------------------------------------SESSION-2--------------------------------------------------------- ;

SQL> INSERT INTO SUKUMAR VALUES(77);

1 row created.

SQL> INSERT INTO SUKUMAR VALUES(87);

1 row created.

SQL> SELECT \* FROM SUKUMAR;

ID

----------

77

87

SQL> SPOOL OFF

SQL>--------------------------------------------------------------------------------------------------------------------------------;

SQL> CREATE GLOBAL TEMPORARY TABLE ROCK1(ID NUMBER(7)) ON COMMIT DELETE ROWS;

Table created.

SQL> INSERT INTO ROCK1 VALUES(8);

1 row created.

SQL> INSERT INTO ROCK1 VALUES(9);

1 row created.

SQL> INSERT INTO ROCK1 VALUES(10);

1 row created.

SQL> SELECT \* FROM ROCK1;

ID

----------

8

9

10

SQL> COMMIT;

Commit complete.

SQL> SELECT \* FROM ROCK1;

no rows selected

SQL> SPOOL OFF

SQL> CREATE GLOBAL TEMPORARY TABLE ROCK2 (ID NUMBER(7) ) ON COMMIT PRESERVE ROWS;

Table created.

SQL> INSERT INTO ROCK1 VALUES(3);

1 row created.

SQL> INSERT INTO ROCK1 VALUES(4);

1 row created.

SQL> COMMIT;

Commit complete.

SQL> SELECT \* FROM ROCK1;

no rows selected

SQL> SPOOL OFF

SQL > EXIT;

SQL>------------------------------------------------------------------------SESSEION CLOSED & REOPENED --------------------------------------

SQL> SELECT \* FROM ROCK1;

NOROWS SELECTED;

BENEFITS:-

-----------

1. THE records are generated while transaction is being processed. Those records will not be useful after transaction completed. To keep such records, we use global temporary tables.

2. Two users are working over the same table at the same time. The restriction is that no user access the other user data in same table.In this situation, we use global temporary table.

**12.3)External Table:-** The external table structure is perminent but the data which is external table is not perminent. The external table has data which is loaded from external file.

The data is unloaded from external table into external file.The external file should be in operating system file structure. The external file may be .txt file,.csv file.

Syntax:- create table tablename (columns definition)

ORGANIZATION ) EXTERNAL

( TYPE ORACLE\_LOADER | ORACLE\_DATAPUMP

DEFAULT DIRECTORY <ORACLE\_DIRECTORY\_OBJECT\_NAME>

ACCESS PARAMETERS

(

RECORDS DELIMITED BY NEWLINE

BADFILE <FILENAME>

DISCARDFILE <FILENAME>

LOGFILE <FILENAME>

[ READSIZE <BYTES>

[ SKIP <NUMBER\_OF\_ROWS>]

FIELDS TERMINATED BY 'TERMINATOR'

REJECT ROWS WITH ALL NULL FIELDS

MISSING FIELD VALUES ARE NULL

(<COLUMN NAME LIST>))\LOCATION('<FILENAME1> <FILENAME2' ...))

REJECT LIMIT <UNLIMITED | INTEGER >;

1. TYPE:- It specifies type of external table.There are two types of external tables which is

1)oracle\_loader

2)oracle \_datapump

Each type external table is supported by its own access driver.

-> oracle \_loader access driver is default. it can performs only loading operation.

-> oracle \_ datapump is another access driver.It can perform loading and unloading operation.

2. Default directory:- Here we should specify directory which contains datafiles.

3. BADFILE:- The badfile contains rejected records .The records may be rejected by mismatching datatype,mismatching colunmn length.

4. DISCARDFILE:- This file contains records which don't meet condition in where clause.

5. LOGFILE:- It contains that when loading is done & etc.

6. SKIP :- no.of lines will be skipped from the begining of the file.

7. LOCATION:- we specify file name onwhich loading or unloading done.

8. REJECT:- if we specify unlimited then badrecords are moved to badfile and loading is being done.

if we specify n then when loading is terminated,n bad records are occured.

default value is unlimited.

-> Constraints(primary key,foreign key,check,notnull,..etc) can't be defined on column of external table.

-> Truncate & comment is not allowed on external table.

->

EXAMPLES:-

SQL> create directory sv as 'd:\sv';

directory created.

This direcoty is oracle object.The directory has not been created in d:\ by operating system file system.Therefore we should create directory.This direcotry

contains data files,logfiles,badfile,discard file.

Note:- Directory and datafile should be created before create the external table.

SQL>

1 create table emp\_load2(id number(7),name varchar2(7))

2 organization external

3 (type oracle\_loader

4 default directory sv

5 access parameters

6 (

7 records delimited by ';'

8 badfile 'a.txt'

9 discardfile 'b.txt'

10 logfile 'c.txt'

11 skip 1

12 fields terminated by ','

13 )

14\* location ('abc.txt'))

Table created.

SQL> select \* from emp\_load2;

ID NAME

---------- -------

2 veena

3 sula

4 suma

5 suha

SQL> create table emp\_load3(id number(7),name varchar2(7))

2 organization external

3 (type oracle\_loader

4 default directory sv

5 access parameters

6 (

7 records delimited by ';'

8 fields terminated by','

9 )

10 location('abc.txt', 'raji.txt')

11 );

Table created.

SQL> select \* from emp\_load3;

ID NAME

---------- -------

1 suku

2 veena

3 sula

4 suma

5 suha

9 'samba'

10 'sunil'

7 rows selected.

SQL> spool off;

=========================================================DATA PUMP==================================================

sql>

1 create table emp\_unload

2 organization external

3 (type oracle\_datapump

4 default directory sv

5 location ('suku.dmp')

6\* ) as select \* from emp\_load3

Table created.

SQL> select \* from emp\_unload;

ID NAME

---------- -------

1 suku

2 veena

3 sula

4 suma

5 suha

9 'samba'

10 'sunil'

7 rows selected.

SQL> spool off;

NOTE:-The suku.dmp file has been created in sv direcotry.when rows are fetched from suku.dmp,we try to select rows from emp\_unload.

**12.4) Partition Table**:- The large table is divided into smaller and manageble piecies.These piecies are called partitions.Each partition has same logical attributes(columnnames,datatypes,constrints...etc).

But Each partiton has different physical attributes such as (tablespace,pcttree,pctused).

Advantages:-

1.Maintaince operations focus only on particular portion of table instead of entire table.

For example:1) a database administrator could compress a single partition

containing say the data for the year 2006 of a table, rather than compressing the

entire table.

2) A data base administrator could backup/recovery single partition instead of entire table.

2.Another advantage of using partitioning is when it is time to remove data, an entire partition can be dropped which is very efficient and fast, compared to

deleting each row individually.

3.Partitioning improves query performance. In many cases, the results of a query can be achieved by accessing a subset of partitions, rather than the entire table. For some queries, this technique (called partition pruning) can provide order-of-magnitude gains in performance.

4. You can also run concurrent SELECT and DML operations against partitions that are unaffected by maintenance operations.

Partition Key:-

Each row in a partitioned table is unambiguously assigned to a single partition. The partition key is a set of one or more columns that determines the partition for each row. Oracle automatically directs insert, update, and delete operations to the appropriate partition through the use of the partition key.

A partition key:

-> Consists of an ordered list of 1 to 16 columns

-> Cannot contain a LEVEL, ROWID, or MLSLABEL pseudocolumn or a column of type ROWID

-> Can contain columns that are NULLable

When to Partition a Table:-

Here are some suggestions for when to partition a table:

->Tables greater than 2GB should always be considered for partitioning.

->Tables containing historical data, in which new data is added into the newest partition. A typical example is a historical table where only the current month's data is updatable and the other 11 months are read only.

Partition methods:-

Oracle provides following partition.

1.List partition

2.Range partition.

3.Hash partition.

4.Composite partition.

1.List partition:- The data distribution is defined by a list of values of the partitioning key. A special 'DEFAULT' partition can be defined to catch all values for a partition key

that are not explicitly defined by any of the lists.

syntax:- 1.create table tablename(column definitions) Partition by list(Partition key)

2.(partion name1 values(...)[tablespace name],partion name2 values(...)[tablespace name]);

Example:-

SQL> create table sukumar (id number(7))partition by list(id)(partition one values(1,2,3),partition two values(4,5,6));

Table created.

SQL> insert into sukumar values(1);

1 row created.

SQL> insert into sukumar values(2);

1 row created.

SQL> insert into sukumar values(5);

1 row created.

SQL> insert into sukumar values(6);

1 row created.

SQL> select \* from sukumar partition(one);

ID

----------

1

2

SQL> select \* from sukumar partition(two);

ID

----------

5

6

SQL> select \* from sukumar;

ID

----------

1

2

5

6

SQL> spool off;

2.Range Partition:-The data is distributed based on a range of values of the partitioning key (for a date column as the partitioning key, the 'January2007' partition contains rowswith the partitioning-key values between

'01-JAN-2007' and '31-JAN-2007').

syntax:- 1.create table tablename(column specifications)partition by range(partition key)

2.(partition name values less than/greather than/equal to (....) [tablespace name],

partition name values less than/greather than/equal to(...)[tablespace name]);

example:-

1 create table sukumar(id number(7))partition by range(id)

2 (partition one values less than(10),

3\* partition two values less than(20))

SQL> /

Table created.

SQL> insert into sukumar values(9);

1 row created.

SQL> insert into sukumar values(12);

1 row created.

SQL> insert into sukumar values(13);

1 row created.

SQL> insert into sukumar values(7);

1 row created.

SQL> select \* from sukumar;

ID

----------

9

7

12

13

SQL> select \* from sukumar partition(one);

ID

----------

9

7

SQL> select \* from sukumar partition(two);

ID

----------

12

13

SQL> spoll off

SP2-0042: unknown command "spoll off" - rest of line ignored.

SQL> spool off;

3.Hash:- A hash algorithm is applied to the partitioning key to determine the partition for a given row. Unlike the other two data distribution

methods, hash does not provide any logical mapping between the data and any partition.

syntax:- 1.create table tablename(column definition) partition by hash(partition key)

2.{[partitions number]| [(partition name1 [tablespace name],partition name2 [tablespace name]);]}[store in(tablespace1,tablespace2,....tablespacen);]

Example:-

SQL> ed

Wrote file afiedt.buf

1 create table sukumar1(id number(7),name varchar2(8))partition by hash(id)

2 (partition one,

3 partition two,

4\* partition three)

SQL> /

Table created.

SQL> insert into sukumar1 values(1,'suku');

1 row created.

SQL> insert into sukumar1 values(2,'veena');

1 row created.

SQL> insert into sukumar1 values(3,'sula');

1 row created.

SQL> insert into sukumar1 values(4,'sumaha');

1 row created.

SQL> select \* from sukumar1;

ID NAME

---------- --------

1 suku

3 sula

4 sumaha

2 veena

SQL> select \* from sukumar1 partition(one);

no rows selected

SQL> select \* from sukumar1 partition(two);

ID NAME

---------- --------

1 suku

3 sula

4 sumaha

SQL> select \* from sukumar1 partition(three);

ID NAME

---------- --------

2 veena

SQL> spool off;

4. Composite Partition:-There are several composite partitions. few of them are

4.1)Range-list partition

4.2)Range-hash partition.

4.3)Range-Range partition.

4.4)list-range partition.

.....

4.1) Range-List,Range-hash,Range-Range partition:-

syntax:-

CREATE TABLE [ schema. ]table\_name

table\_definition

PARTITION BY RANGE(column[, column ]...)

[SUBPARTITION BY {RANGE|LIST|HASH} (column[, column ]...)]

[SUBPARTITION TEMPLATE(subpartition definition)..]

(range\_partition\_definition[, range\_partition\_definition]...);

Where range\_partition\_definition is:

PARTITION [partition\_name]

VALUES LESS THAN (value[, value]...)

[TABLESPACE tablespace\_name]

subpartition may be one of the following:

{list\_subpartition | range\_subpartition | hash\_subpartition}

where list\_subpartition is:

SUBPARTITION [subpartition\_name]

VALUES (value[, value]...)

[TABLESPACE tablespace\_name]

where range\_subpartition is:

SUBPARTITION [subpartition\_name]

VALUES LESS THAN (value[, value]...)

[TABLESPACE tablespace\_name]

where hash\_subpartition is:

[SUBPARTITION subpartition\_name]

[TABLESPACE tablespace\_name]

-----------------------------------------------------------------------------------------------------------------------------------------------------------------------------

DDL ON PARTITIONS

1. Maintenance operations on LIST PARTTITION:-

-------------------------------------------------

SQL> ed

Wrote file afiedt.buf

1 create table sv(id number(7),name varchar2(8))partition by list(name)

2\* (partition p1 values('suku','veena'))

SQL> /

Table created.

SQL> prompt "================ADD NEW PARTITION======================="

"================ADD NEW PARTITION======================="

SQL> alter table sv add partition p2 values('sula','suma','suha');

Table altered.

SQL> insert into sv values(1,'suku');

1 row created.

SQL> insert into sv values(2,'sula');

1 row created.

SQL> insert into sv values(3,'suma');

1 row created.

SQL> select \* from sv partition (p1);

ID NAME

---------- --------

1 suku

SQL> select \* from sv partition (p2);

ID NAME

---------- --------

2 sula

3 suma

SQL> prompt"=============================TRUNCATE========================================"

"=============================TRUNCATE========================================"

SQL> alter table sv truncate partition p2;

Table truncated.

SQL> select \* from sv partition(p2);

no rows selected

SQL> prompt"==============================DROP==============================================="

"==============================DROP==============================================="

SQL> alter table sv drop partition p2;

Table altered.

SQL> alter table sv split partition p1 values ('suku') into (partition p11,partition p12);

Table altered.

SQL> insert into sv values(8,'suku');

1 row created.

SQL> insert into sv values(9,'suku');

1 row created.

SQL> insert into sv values(10,'suku');

1 row created.

SQL> insert into sv values(10,'veena');

1 row created.

SQL> insert into sv values(11,'veena');

1 row created.

SQL> insert into sv values(12,'veena');

1 row created.

SQL> select \* from sv partition (p11);

ID NAME

---------- --------

1 suku

8 suku

9 suku

10 suku

SQL> select \* from sv partition (p12);

ID NAME

---------- --------

10 veena

11 veena

12 veena

SQL> prompt =================================EXCHANGE DATA IN PARTITION========================================

=================================EXCHANGE DATA IN PARTITION========================================

SQL> create table sv1(id number(7),name varchar2(7));

Table created.

SQL> create table sv1(id number(7),name varchar2(8));

Table created.

SQL> alter table sv exchange partition p12 with table sv1;

Table altered.

SQL> select \* from sv1;

ID NAME

---------- --------

10 veena

11 veena

12 veena

SQL> select \* from sv partition (p12);

no rows selected

SQL> spool off

2.Maintenance operation on RANGE PARTITION:-

SQL> create table sv(id number(7),name varchar2(7)) partition by range(id) (partition p1 values less than(5),

2 partition p2 values less than(10));

Table created.

SQL> prompt "==========================================ADD PARTITION===================================="

"==========================================ADD PARTITION===================================="

SQL> alter table sv add partition p3 values less than(15);

Table altered.

SQL> insert into sv values(1,'suku');

1 row created.

SQL> insert into sv values(2,'veena');

1 row created.

SQL> insert into sv values(11,'veena');

1 row created.

SQL> insert into sv values(7,'veena');

1 row created.

SQL> select \* from sv;

ID NAME

---------- -------

1 suku

2 veena

7 veena

11 veena

SQL> select \* from sv partition(p3);

ID NAME

---------- -------

11 veena

SQL> alter table sv modify partition p3 add values(4);

Table altered.

SQL> alter table sv modify partition p3 drop values(4);

Table altered.

SQL> prompt =============================================TRUNCATE============================================

=============================================TRUNCATE============================================

SQL> alter table sv truncate partition (p3);

Table truncated.

SQL> select \* from sv partition (p3);

no rows selected

SQL> prompt ========================================DROP PARTITION===========================

========================================DROP PARTITION===========================

SQL> alter table sv drop partition(p3);

Table altered.

SQL> select \* from sv partition(p3);

select \* from sv partition(p3)

\*

ERROR at line 1:

ORA-02149: Specified partition does not exist

SQL> prompt =======================================SPLIT PARTITION ==================================

=======================================SPLIT PARTITION ==================================

SQL> alter table sv split partition p1 at(3) into (partition p11,partition p12);

Table altered.

SQL> insert into sv values('4','rock');

1 row created.

SQL> insert into sv values('2','hhh');

1 row created.

SQL> select \* from sv partition(p11);

ID NAME

---------- -------

1 suku

2 veena

2 hhh

SQL> select \* from sv partition(p12);

ID NAME

---------- -------

4 rock

SQL> prompt ========================================EXCHANGE ======================================

========================================EXCHANGE ======================================

SQL> create table sv1(id number(7),name varchar2(8));

Table created.

SQL> alter table sv exchange partition p11 with table sv1;

alter table sv exchange partition p11 with table sv1

\*

ERROR at line 1:

ORA-14097: column type or size mismatch in ALTER TABLE EXCHANGE PARTITION

SQL> desc sv;

Name Null? Type

----------------------------------------- -------- ----------------------------

ID NUMBER(7)

NAME VARCHAR2(7)

SQL> drop table sv1;

Table dropped.

SQL> create table sv1(id number(7),name varchar2(7));

Table created.

SQL> alter table sv exchange partition p11 with table sv1;

Table altered.

SQL> select \* from sv1;

ID NAME

---------- -------

1 suku

2 veena

2 hhh

SQL> spool off;

===========================================================================COMPOSITE PARTITIONS==========================================================

EXample:- List -Range partition

SQL> create table sv(id number(7),name varchar2(7))

2 partition by list (name)

3 subpartition by range(id)

4 subpartition template(

5 subpartition one values less than(5),

6 subpartition two values less than(10))

7 (partition p1 values('suku','veena'),

8 partition p2 values('sula','suma','suha'));

Table created.

SQL> insert into sv values(3,'suku');

1 row created.

SQL> insert into sv values(5,'veena');

1 row created.

SQL> insert into sv values(7,'sula');

1 row created.

SQL> insert into sv values(6,'sula');

1 row created.

SQL> insert into sv values(6,'suha');

1 row created.

SQL> select \* from sv;

ID NAME

---------- -------

3 suku

5 veena

7 sula

6 sula

6 suha

SQL> alter table sv modify partition p1 add subpartition three values less than (20);

Table altered.

SQL> alter table sv drop subpartition three;

Table altered.

SQL> create table sv1(id number(7),name varchar2(7));

Table created.

SQL> ALTER TABLE sv MODIFY SUBPARTITION one ADD VALUES (30);

Table altered.

SQL> spool off;

**13)USER DEFINED DATATYPE**:-

-> user defined data type(UDT) object(OR) Object type is data base object.

-> The Object type information is stored permanetly in data dictonary which is USER\_TYPES.

-> This Object type is also called as collection in oracle. It is REUSABLE.

Syntax:-

CREATE OR REPLACE TYPE NAME

AS OBJECT

(COLS DEFINITIONS);/

Examples:-

SQL> create type area\_type as object

2 (street\_name varchar2(10),landmark varchar2(10));

3 /

Type created.

SQL> create type address as object

2 (hno number(10),area area\_type,city varchar2(10));

3 /

Type created.

SQL> set describe depth 3 linenum off indent on;

SQL> desc area\_type

Name Null? Type

----------------------------------------- -------- ----------------------------

STREET\_NAME VARCHAR2(10)

LANDMARK VARCHAR2(10)

SQL> desc address

Name Null? Type

----------------------------------------- -------- ----------------------------

HNO NUMBER(10)

AREA AREA\_TYPE

STREET\_NAME VARCHAR2(10)

LANDMARK VARCHAR2(10)

CITY VARCHAR2(10)

----\*\*\* WE CAN'T INSERT VALUES INTO TYPE OBJECT .

OBJECT TABLES

-------------

-> IF table contains object type as column ,then such table is called OBJECT TABLE.iT HAS UNIQUE ID WHICH IS CALLED (OID).

-> The object table automatically INHERITS columns of object type.

-> Each row in object ASSOCIATES WITH object identifier(OID) which is unique through out db.

-> OID is generated and assigned by oracle,when row is created.

->The row in object table can be referenced by other object(object type).

-> object table information is maintained in USER\_OBJECTS data dictionary.

create table name(col1 built\_indatatype,col2 object type name {[not null|defualt|check]},....);

-->WE CAN'T DEFINE PRIMARY AND UNIQUE CONSTRAINTS ON USER DEFINED DATA TYPE.

Examples:-

SQL> create table student(no number(2),name varchar2(10),addr address);

Table created.

SQL> desc student;

Name Null? Type

----------------------------------------------------------- -------- ----------------------------------------

NO NUMBER(2)

NAME VARCHAR2(10)

ADDR ADDRESS

HNO NUMBER(10)

AREA AREA\_TYPE

STREET\_NAME VARCHAR2(10)

LANDMARK VARCHAR2(10)

CITY VARCHAR2(10)

SQL> INSERT INTO STUDENT(NO,NAME,ADDR)VALUES(7,'SUKU',ADDRESS(77,AREA\_TYPE('RAJAKA','PETROLB'),'NLR'));

1 row created.

SQL> INSERT INTO STUDENT VALUES(8,'SV',ADDRESS(88,AREA\_TYPE('CHAKALI','WATERTANK'),'CHI'));

1 row created.

SQL> SELECT \* FROM STUDENT;

NO NAME ADDR(HNO, AREA(STREET\_NAME, LANDMARK), CITY)

---------- ---------- ------------------------------------------------------------------------------------------------------------------------------------------------------

7 SUKU ADDRESS(77, AREA\_TYPE('RAJAKA', 'PETROLB'), 'NLR')

8 SV ADDRESS(88, AREA\_TYPE('CHAKALI', 'WATERTANK'), 'CHI')

SQL> SELECT NO,NAME,F1.ADDR.HNO FROM STUDENT F1;

NO NAME ADDR.HNO

---------- ---------- ----------

7 SUKU 77

8 SV 88

SQL> SELECT NO,NAME,F1.ADDR.HNO ,F1.ADDR.AREA.STREET\_NAME FROM STUDENT F1;

NO NAME ADDR.HNO ADDR.AREA.

---------- ---------- ---------- ----------

7 SUKU 77 RAJAKA

8 SV 88 CHAKALI

SQL> SELECT NO,NAME,F1.ADDR.HNO ,F1.ADDR.AREA.STREET\_NAME,F1.ADDR.CITY FROM STUDENT F1;

NO NAME ADDR.HNO ADDR.AREA. ADDR.CITY

---------- ---------- ---------- ---------- ----------

7 SUKU 77 RAJAKA NLR

8 SV 88 CHAKALI CHI

SQL> SELECT NO,NAME,F1.ADDR.HNO ,F1.ADDR.AREA.STREET\_NAME,F1.ADDR.CITY FROM STUDENT F1 WHERE F1.ADDR.HNO=7;

no rows selected

SQL> SELECT NO,NAME,F1.ADDR.HNO ,F1.ADDR.AREA.STREET\_NAME,F1.ADDR.CITY FROM STUDENT F1 WHERE F1.ADDR.HNO=77;

NO NAME ADDR.HNO ADDR.AREA. ADDR.CITY

---------- ---------- ---------- ---------- ----------

7 SUKU 77 RAJAKA NLR

SQL> UPDATE STUDENT F1 SET F1.ADDR.HNO=89 WHERE F1.ADDR.HNO=88;

1 row updated.

SQL>SELECT NO,NAME,F1.ADDR.HNO ,F1.ADDR.AREA.STREET\_NAME,F1.ADDR.CITY FROM STUDENT F1;

NO NAME ADDR.HNO ADDR.AREA. ADDR.CITY

---------- ---------- ---------- ---------- ----------

7 SUKU 77 RAJAKA NLR

8 SV 89 CHAKALI CHI

SQL> DELETE FROM STUDENT F1 WHERE F1.ADDR.HNO=89;

1 row deleted.

SQL> SELECT NO,NAME,F1.ADDR.HNO ,F1.ADDR.AREA.STREET\_NAME,F1.ADDR.CITY FROM STUDENT F1;

NO NAME ADDR.HNO ADDR.AREA. ADDR.CITY

---------- ---------- ---------- ---------- ----------

7 SUKU 77 RAJAKA NLR

SQL> CREATE TABLE ROCK1(ADDR ADDRESS);

Table created.

SQL> DROP TYPE ADDRESS;

DROP TYPE ADDRESS

\*

ERROR at line 1:

ORA-02303: cannot drop or replace a type with type or table dependents

SQL> DROP TABLE ROCK1;

Table dropped.

SQL> DROP TYPE ADDRESS;

Type dropped.

**14)DIRECTORY**:- when we write data from db to external files or when we read data from external files to database,

we need to intreact with os file(external file).These files should be folder. This folder is called directory.

Syntax: create or replace directory as 'path';

Examples:-

SQL> create directory sukumar1 as 'd:\abcde';

Directory created.

NOTE:- Directory file is created in oracle folder. DBMS does not physically create folder at specified location. Therefore we should explicitly create folder with specified name.

-> View name is DBA\_DIRECTORIES which contains information of oracle directories. The information is

owner of directory,directory name & directory path.

SQL> show user;

USER is "SYS"

SQL> desc dba\_directories;

Name Null? Type

----------------------------------------------------------------------------------- -------- --------------------------------------------------------

OWNER NOT NULL VARCHAR2(30)

DIRECTORY\_NAME NOT NULL VARCHAR2(30)

DIRECTORY\_PATH VARCHAR2(4000)

SQL> select \* from dba\_directories where directory\_name='SUKUMAR1';

OWNER DIRECTORY\_NAME

------------------------------ ------------------------------

DIRECTORY\_PATH

------------------------------------------------------------------------------------------------------------------------------------------------------

SYS SUKUMAR1

d:\abcde

SQL> DROP DIRECTORY SUKUMAR1;

Directory dropped.

-----> Q) CAN WE CHANGE DIRECTORY NAME?

NO. WE can't change directory name. but we can alter path of directory.

**15)DB-LINK:-**

---> The database link establish communication channel b/w only two different databases.

---> Now we connect to one of two database which is called local db and other database is called remote database.

---> After communication channel is established b/w local & remote db, we can bring the data from remote database into local database.

---> The remote DB should be up and running otherwise we can't get data into local db from remote db.

---> To store remote database data in local database, we materilazed view with database link.

There are four types of database links:

1.Private(It is default value and Dblink is only private to user).

2.public (It is accessable by any user which is in any database).

3.shared (when multiple connections are going to be opened,dblink is shared by multiple connections).

4.Global (It is used by any user of current database.)

Syntax:-1

create or replace {public|private|shared|global} database link name

connect to current\_user

using 'dbname';

Syntax:-2

create or replace {public|private|shared|global} database link name

connect to username

identified by pwd

[Authenticated by username identified by pwd]-> it is only for shared type dblink.

using 'dbname';

-->although dbname doe's not exist,database link is created.

-->although username does not exist,database link is created.

-->although pwd is rong,database link is created.

--> But we face problem when we try to acces the data from remote database.

Examples:-

SQL> create database link abc

2 connect to scott

3 identified by sulamaha

4 using 'orcl2';

Database link created.

SQL> create database link abc1

2 connect to current\_user

3 using 'orcl2';

Database link created.

SQL> select \* from person@orcl2;

select \* from person@orcl2

\*

ERROR at line 1:

ORA-02019: connection description for remote database not found

**16)INDEXES**:- Index is database object.The Index contains entry for each value that appears

in the indexed columns of the table or cluster.

Advantages:-

1.Query performance is improved in searching,updating,deleting and insertion operation.

->The Index information is maintained in two tables which is USER\_INDEXES AND USER\_IND\_COLUMNS.

->If table is temporary table then index is also temporary index with same scope.

->either on single column or more than single column(UPTO 32 COLUMNS) ,Index is created.If index is created on more than one column

then such column is called COMPOSITE INDEX.

\*\*\*->The data is copied from data segment into index segment of indexed column.By default data which in index segment is arranged in ascending order.

SYNTAX:-

CREATE {[UNIQUE]/[BITMAP]}

INDEX indexname

ON

Tablename(columnname[,columnname...])

Tablespace tablespacename;

Q) when do we create index?

-> The column contains wide range of values.

-> The column contains lage no.of null values.

-> The column is frequently used in where clause or join condition.

Q) when don't we create index?

-> table is too small.

-> column value is frequently updated.

16.1)INDEX TYPES:-

**16.1.1)NORMAL INDEX**:-

-> We create index on column with out specfing index type. Such index is called normal index.

-> Except BLOB type columns,we can create index on basic type(number,varchar2,date,...) columns.

-> The column on which index created can contain NULL values and DUPLICATE VALUES.

Examples:-

SQL> DESC SAMPLE;

Name Null? Type

----------------------------------------- -------- ----------------------------

ID NUMBER(2)

NAME NUMBER(2)

SQL> CREATE INDEX ONE ON SAMPLE(ID);

Index created.

SQL> select INDEX\_NAME,TABLE\_NAME,INDEX\_TYPE FROM USER\_INDEXES;

INDEX\_NAME TABLE\_NAME INDEX\_TYPE

------------------------------ ------------------------------ ---------------------------

ONE SAMPLE NORMAL

PK\_EMP EMP NORMAL

PK\_DEPT DEPT NORMAL

SQL> INSERT INTO SAMPLE VALUES(1);

1 row created.

SQL> INSERT INTO SAMPLE VALUES(1);

1 row created.

SQL> INSERT INTO SAMPLE VALUES(null);

1 row created.

SQL> SELECT \* FROM SAMPLE;

ID

----------

1

1

SQL> DROP INDEX ONE;

INDEX DROPED.

SQL> CREATE INDEX ONE ON SAMPLE(ID,NAME);

Index created.

**16.1.2)UNIQUE INDEX**:- we create unique index on column(s) which don't allow duplicate value but can contain null values.

EXAMPLES:-

SQL> DESC SAMPLE;

Name Null? Type

----------------------------------------------------------------- -------- --------------------------------------------

ID NUMBER(2)

NAME VARCHAR2(7)

SQL> CREATE UNIQUE INDEX ONE ON SAMPLE(ID);

CREATE UNIQUE INDEX ONE ON SAMPLE(ID)

\*

ERROR at line 1:

ORA-01452: cannot CREATE UNIQUE INDEX; duplicate keys found

SQL> DELETE \* FROM SAMPLE;

DELETE \* FROM SAMPLE

\*

ERROR at line 1:

ORA-00903: invalid table name

SQL> DELETE FROM SAMPLE;

3 rows deleted.

SQL> CREATE UNIQUE INDEX ONE ON SAMPLE(ID);

Index created.

SQL> select INDEX\_NAME,TABLE\_NAME,INDEX\_TYPE,UNIQUENESS FROM USER\_INDEXES;

INDEX\_NAME TABLE\_NAME INDEX\_TYPE UNIQUENES

------------------------------ ------------------------------ --------------------------- ---------

ONE SAMPLE NORMAL UNIQUE

PK\_EMP EMP NORMAL UNIQUE

PK\_DEPT DEPT NORMAL UNIQUE

SQL> INSERT INTO SAMPLE VALUES(1,'SUKU');

1 row created.

SQL> INSERT INTO SAMPLE VALUES(1,'SUKU');

INSERT INTO SAMPLE VALUES(1,'SUKU')

\*

ERROR at line 1:

ORA-00001: unique constraint (SCOTT.ONE) violated

**16.1.3)BIT MAP INDEX**:-

->Bit map index is created on low cardinality column(s).Cardinality is no.of distinct values in column.

->Bitmap indexes store rowid's associated with key value as bitmap

->Bitmap indexes should be used only when data is infrequently updated.

->The column onwhich bitmap index created allows duplicate values.

Restrictions:-

->Bitmap cannot be specified with unique index.

->Bitmap index can't be specified when creating global partition table.

->Bitmap index can't be specified for domain index.

->bitmap index can't be specified for table which involves OLTP.

EXAMPLES:-

SQL> create table abc(id number(2)) partition by list(id)(partition one values(1));

Table created.

SQL> create bitmap index a on abc(id);

create bitmap index a on abc(id)

\*

ERROR at line 1:

ORA-25122: Only LOCAL bitmap indexes are permitted on partitioned tables

SQL> create bitmap index two on abc(id);

Index created.

SQL> select INDEX\_NAME,TABLE\_NAME,INDEX\_TYPE,UNIQUENESS FROM USER\_INDEXES;

INDEX\_NAME TABLE\_NAME INDEX\_TYPE UNIQUENES

------------------------------ ------------------------------ --------------------------- ---------

ONE SAMPLE NORMAL UNIQUE

PK\_EMP EMP NORMAL UNIQUE

PK\_DEPT DEPT NORMAL UNIQUE

TWO ABC BITMAP NONUNIQUE

**16.1.4)FUNCTION BASED NORMAL INDEX:-**

Let us assumed,We created normal index on column(name).

Q:)-select \* from tablename where name='suku'.

while executing above query, query optimizer uses the index of NAME.

Q:) select \* from tablename where upper(name)='suku'.

while executing above query ,query optimizer DOES NOT USE index of NAME. Therefore query performence will be low.

if the index column is used with dbms\_built in function or index column is used in expressions,then query optimizer doe's not user bitmap index.

To overcome above problem,Another index has been introduced.That is function based normal index.

Examples:-

SQL> create index one on sample(upper(name));

Index created.

SQL> select INDEX\_NAME,TABLE\_NAME,INDEX\_TYPE,UNIQUENESS FROM USER\_INDEXES;

INDEX\_NAME TABLE\_NAME INDEX\_TYPE UNIQUENES

------------------------------ ------------------------------ --------------------------- ---------

ONE SAMPLE FUNCTION-BASED NORMAL NONUNIQUE

PK\_EMP EMP NORMAL UNIQUE

PK\_DEPT DEPT NORMAL UNIQUE

**16.1.5)FUNCTION BASED BITMAP INDEX**:-

let us assumed,We created BITMPA-index on column(name).

Q:)-select \* from tablename where name='suku'.

while executing above query, query optimizer uses the BITMAP index of NAME.

Q:) select \* from tablename where upper(name)='suku'.

while executing above query ,query optimizer DOES NOT USE BITMAP index of NAME. Therefore query performence will be low.

if the index column is used with dbms\_built in function or index column is used in expressions,then query optimizer doe's not user bitmap index.

To overcome above problem,Another index has been introduced.That is function based BITMAP index.

EXAMPLE:-

SQL> CREATE BITMAP INDEX ONE ON SAMPLE(UPPER(NAME));

Index created.

SQL> select INDEX\_NAME,TABLE\_NAME,INDEX\_TYPE,UNIQUENESS FROM USER\_INDEXES;

INDEX\_NAME TABLE\_NAME INDEX\_TYPE UNIQUENES

------------------------------ ------------------------------ --------------------------- ---------

ONE SAMPLE FUNCTION-BASED BITMAP NONUNIQUE

PK\_EMP EMP NORMAL UNIQUE

PK\_DEPT DEPT NORMAL UNIQUE

**16.1.6)REVERSE KEY INDEX**:-

->The data is copied from data segment into index segment in reverse order.

DATASEGMENT DATA:

-----------------

AA1

AA2

AA3

INDEXSEGMENT DATA:

-----------------

1AA

2AA

3AA

Syntax:- create [bitmap]|unique index on tablename(col1[,col2])reverse;

Examples:-

SQL> create index one on sample(id)reverse;

Index created.

SQL> select INDEX\_NAME,TABLE\_NAME,INDEX\_TYPE,UNIQUENESS FROM USER\_INDEXES;

INDEX\_NAME TABLE\_NAME INDEX\_TYPE UNIQUENES

------------------------------ ------------------------------ --------------------------- ---------

ONE SAMPLE NORMAL/REV NONUNIQUE

PK\_EMP EMP NORMAL UNIQUE

PK\_DEPT DEPT NORMAL UNIQUE

**16.1.7)GLOBAL INDEX**:-

->Global index can be created on normal indexed column(s) which is in normal table or partitioned table.

->global index can't be created on bitmap indexed column(s) which is also in normal table or partitioned table.

Syntax:- create [unique] index on tablename(col1[,col2])global;

Examples:-

SQL> create index one on sample(id)global;

Index created.

SQL> create table rock(id number(7))partition by list(id)(partition one values(2));

Table created.

SQL> create index two on rock(id)global;

Index created.

SQL> select INDEX\_NAME,TABLE\_NAME,INDEX\_TYPE,UNIQUENESS,partitioned FROM USER\_INDEXES;

INDEX\_NAME TABLE\_NAME INDEX\_TYPE UNIQUENES PARTITIONED

------------------------------ ------------------------------ --------------------------- --------- -----------

ONE SAMPLE NORMAL NONUNIQUE NO

TWO ROCK NORMAL NONUNIQUE NO

PK\_EMP EMP NORMAL UNIQUE NO

PK\_DEPT DEPT NORMAL UNIQUE NO

**16.1.8)LOCAL INDEX**:-

-> local index can only be created column(s) which should be in PARTITIONED TABLE.

-> The local index is also divided into partitions.No of index partitions is equal to no.of table partitions.Ever index partition is belong to one appropriate table partition.

Syntax:- create [unique] index on tablename(col1[,col2])local;

Examples:-

SQL> create table rock(id number(7))partition by list(id)(partition one values(2));

Table created.

SQL> create index one on rock(id)local;

Index created.

SQL> select INDEX\_NAME,TABLE\_NAME,INDEX\_TYPE,UNIQUENESS,partitioned FROM USER\_INDEXES;

INDEX\_NAME TABLE\_NAME INDEX\_TYPE UNIQUENES PAR

------------------------------ ------------------------------ --------------------------- --------- ---

ONE ROCK NORMAL NONUNIQUE YES

PK\_EMP EMP NORMAL UNIQUE NO

PK\_DEPT DEPT NORMAL UNIQUE NO

**16.1.9)SORT/UNSORT:-**

Syntax:- create index indexname on tablename(col1[,col2])SORT|NOSORT;

\*sort is default value.

9.1)SORT:-

->IF the data in column is not in either ascending order or descending order and we want to create index on such colum,THEN ONLY we have to use sort option .

-> Now The data which is in index column is first sorted in ascending order then after the ordered data is copied into indexed segment.

EXAMPLE:-

SQL> select \* from sample;

ID NAME

---------- -------

10 sv

37 sv1

32 rock1

1 SUKU

32 rock

SQL> create index two on sample (id)sort;

Index created.

SQL> select \* from sample 2 ;

ID NAME

---------- -------

1 suku

2 sv

3 rock

SQL> create index three on sample(id) sort;

Index created.

9.2)UNSORT:-

->If the data in column is already in either ascending order or descending order and we want to create index on such column,

THEN ONLY we have to use unsort option.Other wise we get error message.

-> The data is first unsorted then after it is copied into index segement.

EXAMPLE:-

ID NAME

---------- -------

10 suku

7 sv

15 sv1

SQL> create index two on sample (id)nosort;

create index two on sample (id)nosort

\*

ERROR at line 1:

ORA-01409: NOSORT option may not be used; rows are not in ascending order

SQL> select \* from sample;

ID NAME

---------- -------

1 suku

2 sv

SQL> create index two on sample (id)nosort;

Index created.